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ABSTRACT

With the surging of mobile applications, mobile security draws more and more attentions from researchers in various areas. Due to the lack of quality assurance approaches in mobile computing, many mobile applications suffer the vulnerabilities and security flaws. In this paper, we proposed a model based unit testing approach on the android security properties using JUnit. Both behavior and structure model of the android application were developed on the Unified Modeling Language (UML) – behavior is described in state diagram, while structure is described in class diagram. Our approach focus on two common security groups – the access control and authentication properties. Both groups are represented in the operations defined in the class diagrams and dynamic behaviors are captured (partially) in the state diagram. A set of well defined test cases is developed to validate the desired properties based on the class diagram. All properties on the class diagram and state diagram are described in Object Constraint Language (OCL) – a formal specification language on the first order logic and set theory. The results of this research will provide a sound foundation towards the specification based unit testing on mobile security.
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1. INTRODUCTION

We are experiencing a dramatic increase of mobile users as well as mobile applications. According to the LA Observer website [9], 91% of U.S. adults own cell phones and 56% own smart phones. Android OS is one of the most popular mobile platforms. In October 2012, there were approximately 1,000,000 apps available for Android, and the estimated number of applications downloaded from Google Play, Android’s primary app store, was 50 billion as of September 2013. Due to the proliferation of mobile applications, mobile phone plays an important role in our daily life to achieve various functionalities. More and more mobile users are now paying more attention to protect their privacies since lots of personal data are now generated and stored in mobile phones. Unfortunately, mobile platform has less protection against botnet and malware, therefore becomes the targets of malicious users and attackers.

There is an increasing number of malicious mobile applications, called mobile malware, targeting on mobile devices and platforms. Nowadays, mobile malware have reached a new level of maturity. For instance, mobile malware has been used to steal personal contacts [28]. Even the launch of anti-malware Android Bouncer [11] to scan apps from Android Market for evidence of malware cannot prevent the increasing threat of malware for mobile platforms [10]. Many mobile users have not been aware of the risks of mobile malware, and they may download Android application from third-party markets that can easily purvey malicious applications [32, 31]. Even worse, attackers have already found out ways to evade detections [12]. Threats targeting smart phones and tablets are beginning to pose meaningful challenges to users, enterprises, and service providers alike. The number of instances of just one family of malware can be in the thousands.
The largest proportion of malware is targeting on the Android mainly due to the dominant market share of the Android platform and its open market policy.

However, many of the smart phone and tablet users have, for the most part, not been aware of the risks of mobile malware, of which there are many. However, it seems that the attackers have found ways to evade detections [12]. To make matters worse, there are other, third-party markets that are available for downloading Android applications that can easily purvey malicious applications [32,31].

Intensive research has been done in order to protect mobile users from the severe threats of Android malware. One research area is to investigate the ways malicious behavior are triggered. For example, a group of malwares can stay dormant until the occurrence of an specific event [24]. Some events are independent of user interactions with applications (i.e. existence of network, etc), yet some others are based on user inputs [30,25]. Recently security testing has gained popularity and has proved its importance [8] in this research area.

Security testing on mobile applications is challenging due to the nature of mobile platform and heterogeneity of the technologies [2]. The foundation of security testing remain same to traditional software testing regardless of the scope and devices. Two primary methods are being employed for security testing on mobile applications: white-box approach and black-box approach. Black-box testing is to reveal the relation between application inputs and outputs as a function: inputs and outputs are viewed as parameters (variables) and image (co domain), respectively. On the other hand, whitebox testing is to reveal internal execution stepwise by investigating the static structure of source code. Fuzz [27, 20], a pioneer tool in the software testing, generates random inputs to the command line to leverage the security vulnerabilities. The output data of Fuzz is used as the inputs for many software testing tools.

In contrast, activity centered graphical user interface design is heavily adopted in Android applications. Therefore, it is highly possible to get large number of objects for the same class (activity) once running the application for some time. The consequence of this phenomenon cause analyzing and figuring out a threat inaccurately by gathering information needed. Among numerous execution paths in an application only a small number are covered by merely starting or running the application. Since dynamic analysis checks the executing codes behavior, to provide better coverage the testing tool has to provide Graphical User Interface (GUI) input so that more path scan be covered. This paper presented a complete process for the unit testing on the Android app with several credentiality properties, some of them focus on the GUI testing. Our previous work has presented an implementation of SMS message in Android [33].

The rest of the paper proceeds as follows. In Section 2, SMS system architecture and design model are introduced; in addition, the cryptographic algorithms used in the SMS message system are presented with our implementation. Based on those, in Section 3, we describe security requirements on the design model which are specified by Object Constraint Language – OCL - for SMS. These properties are defined before perform unit testing. After that, in Section 4, the testing modules of security properties are introduced by focusing on the unit testing and unit testing tool JUnit is adopted as the typical testing tool. We conclude in Section 5, as well as discuss the limitation and the future work.

2. ARCHITECTURE AND DESIGN

In this work, we propose an approach to test SMS message in Android apps using Object Constraint Language (OCL) and UML model. UML models have been used in model based security engineering, such as Juergens’s work in [14,16,15] to develop security-critical software
intensive systems where security requirements (such as secrecy, integrity, authenticity) on the system environment can be specified either within a UML specification or within the source code.

Short Message Service (SMS) is a radio based service for transferring short alphanumeric messages among mobile phones on GSM and UMTS cellular networks[29]. SMS allows mobile GSM phones to send and receive text messages. SMS is a widely used service for brief communication. Data sent through SMS services is confidential and should not be disclosed to a third party. A sent SMS message is stored at an SMS Center (SMSC) until the receiver’s phone receives it. The receiver can identify the sender by his/her telephone number that is included in the message itself. To allow interconnection with different message sources and destinations, SMS supports several input mechanisms including voice-mail systems, Web-based messaging and E-mail integration. SMS service can also be used to provide some additional services for mobile information services such as mobile electronic commerce, mobile transactions, news, sports, and entertainment services.

2.1. SMS Architecture

Short Message Service (SMS) was introduced in wireless networks and GSM standards at the beginning of 1990’s. SMS refers to a wireless, radio based service for transferring short alphanumeric messages among mobile phones on GSM and UMTS cellular networks [29]. It is a two way transmission service that uses an SMS Center (SMSC) as a store-and-forward unit for messages. The acknowledgement will be sent to the sender to notify for a success or failure of the transmission. In addition, a mobile handset is able to receive or send a message anytime, even when an active call is in progress. The message is kept in the network until the destination is available when some failures occur. It also has special features of out of band packet delivery and low-bandwidth transferring of message. The format of an SMS contains a byte array with a message header and body – where the details are attached in the header and the actual message that need to be sent along is in the body with the message. The SMS message can be converted to 70 ASCII characters using Base64 encoding with up to 160 alphanumeric.

SMS messaging is a mobile and stronger version of two characteristics: “anytime and anywhere availability”, in comparison with the current other mobile ISP services. A switched-on mobile device is able to receive or send a message at anytime regardless of whether a voice or data call is in progress. Messages sent to a switched-off phone are guaranteed to deliver when the handset is on again because SMS messages are users. One application is in the selective advertising business for promotional purpose. For example, restaurant operators can entice customers by sending them advertisements and promotional information messages when they are in the vicinity of restaurants.
Fig. 1 shows a simplified SMS architecture. Mobile Application Part (MAP) layer using the SS7 service is used to provide a platform for the various nodes in GSM mobile and GPRS core networks and GPRS core networks to communicate with each other. A Short Message Entity (SME) is an entity (mobile/cell phone) that connect to the SMS and can send or receive messages. Subscribers compose and send messages from a mobile station to the nearest Base Transceiver Station (BTS).

The SMS is transmitted to the BTS through a standard On-The-Air (OTA) interface which is used in wireless devices for transmission and reception [1]. The BTS then forwards the SMS to the mobiles home SMSC through the Base Station Controller (BSC) and Mobile Switching Center (MSC) over Signaling System (SS7), which send data grouping that is used by SMS service [1]. Repackaging the message into a short message peer to peer (SMPP) format – a standard telecom protocol – if the SMS is exchanged between subscribers in two different operators. The sender will forward it over private or public networks that are connected to the recipients SMSC. Also, the OTA interface is used to forward the SMS to the destined SME by BTS. The notification message path from the recipient is done in the reverse order following the same path. A Home Location Register (HLR) is a set of devices to route the SMS to the destination by existing registered address. The SMS Gateway Mobile Switching Center (SMS/GSMC) receives an SMS from SMSC, was routed through HLR, and delivers the message to the expected recipient’s MSC of the mobile station. HLR keeps the information regarding previously initiated delivery attempts to a specified destination for both successful and unsuccessful. If the previous unreachable attempts was recognized as reactive network, the HLR will inform the SMSC to reattempt to the undelivered [20].

2.2. Cryptographic Algorithm in SMS Architecture

AES algorithm is the most widely accepted algorithm for data encryption. Many SMS applications are developed based on the variant or improved AES. AES allows users to encrypt messages before they are transmitted over network. One of the main advantages of AES is the very low memory space requirement with efficient performance. This was the main reason why AES algorithm was selected for encryption and decryption [13].

There are few SMS applications on Google Play which encrypts the SMS using (advanced) AES algorithm. The Advanced Encryption Standard comprises three block ciphers, AES-128, AES-192 and AES-256 based on the key block size of 128, 192, or 256 bits. The block-size has a maximum of 256 bits, but the key-size has no theoretical maximum. The user’s input is given by a state matrix [22]. To get the ciphertext from plaintext, a number of encryption rounds will be generated, where each output of a round is the input to the next round. The cipher encryption procedure can be described symbolically as

\[ C = E(k_s(K), M), \]

Where \( E \) denotes two-variable encrypting function, \( K \) is the secret key chosen by user, \( M \) is the message to be encrypted, \( k_s \) is the explicit function.

Our application is programmed with simple GUI interface and encryption algorithm by meticulously considering various factors which might benefit the user. It provides functionality like conversation view, message sending, and restore with a standard SMS application. Our current SMS encryption subsystem is very a simple app, very easy to operate and understand. Thus the encryption and decryption of SMS is carried out very efficiently. A snapshot of secret key generation is shown in following.

byte[] returnArray;
// generate AES secret key from user input
Key key = generateSecretKey(secretKeyString);
// specify the cipher algorithm using AESCipher c = Cipher.getInstance("AES");
// specify the encryption mode
c.init(Cipher.ENCRYPT_MODE, key);
returnArray = c.doFinal(msgContentString.getBytes());

2.3. Design Model

In our work, we represented the security properties of SMS in the Object constraint language (OCL), which is a formal specification language that is based on first order logic and set theory. OCL is defined by set and operations on the various of sets, and embedded in the UML now. Upon the introduction of the OCL, UML diagrams can be formal reasoned and many properties can be specified precisely. To realize high assurance and trusted software intensive systems, OCL can be integrated to the software testing tool for the well developed test suites. JUnit is an automatic testing tool that apply unite testing on Java programming language. In the system design architecture, the OCL formula is associated with the design model – class diagram – in this case is used to represent the static structure and topology of the system. JUnit tool is widely applied in many applications, including military systems, information systems and embedded systems.

Many mobile phone manufacturers offer some type of support for developing applications on their products, but by far the most standardized and also the most portable solutions are based on Java. A more restricting requirement is the need to be able to send and to receive SMS messages by the application. There are Java solutions that support this functionality to some extent. Obviously, demands on restricted processing power as well as memory consumption are tackled with tools of software engineering and are somewhat independent on the selection of the development environment. With these things in mind the decision to choose Java as the tool for developing this application was made.

This work starts with the class model that simply generated for the developed Android system. The class module aims at introducing the working mechanisms of mobile malware and a traditional cryptographic defense method that is employed. Our work focuses on the sequence of the design, security enforcement implementation, security specification and testing based on the framework of the model driven security engineering approach. Without considering the Linux kernel, we generated the class models from the SDK in eclipse. Our OCL model specifies the permission and chain of permission for the access control of SMS. Moreover, the notion of permission is to release capabilities, whereas the sandbox is to provide restrictions. Accordingly, we concentrated on the releasing features, assuming that the sandbox mechanism is working properly. We only include security-related features in our specification in order to keep the specifications to a manageable size. Modeling the permission mechanism of the Android system goes through several steps, which are similar to the Goguen - Meseguer program described by Cristiá [9] – list the security needs; describe the system; describe the conditions; prove security conditions are satisfied.
In our work, the UML class diagram in Figure 3 serves as an introductory modeling. The diagram represents the simplest of all possible communications messages that go through two communicating Android phones. The diagram depicts three classes that are responsible for the encoding and decoding, sending and receiving activity, text and message display, and broadcast receiver respectively. The display class accepts the message and key from the user with the generated key. Sending and receiving message and decoding the text using the generated key are handled by the activity class. The application is used to describe the SMS hacking using the Android-apk tool.

3. SECURITY SPECIFICATION IN OCL

Our work focuses on the assurance of application-oriented security, and user interface design at the API level for the Android SMS apps. Several APIs are provided in the ADT bundle. In terms of API user interface design, Activity class is the key of the apps. An activity is a single, focused thing that the user can do. Almost all activities interact with the user, so the Activity class takes care of creating a window in which you can place your UI with `setContentView(View)`. While activities are often presented to the user as full-screen windows, they can also be used in other ways, such as floating windows or embedded inside of another activity (using ActivityGroup).

There are two methods almost all subclasses of Activity will implement:

1. `onCreate(Bundle)` is where you initialize your activity. Most importantly, here you will usually call `setContentView(int)` with a layout resource defining your UI, and using `findViewById(int)` to retrieve the widgets in that UI that you need to interact with programmatically.
2. `onPause()` is where you deal with the user leaving your activity. Most importantly, any changes made by the user should at this point be committed (usually to the Content Provider holding the data).

In terms of the cryptographic development, SDK provides a set of classes to implement the typical AES algorithm. `javax.crypto.spec` is a package that supports the classes and interfaces needed to specify keys and parameter for encryption. Keys maybe specified via algorithm or in a more abstract and general way with ASN.1. For example, `SecretKeySpec()` A key specification for a Secret Key and also a secret key implementation that is provider-independent. It can be used for raw secret keys that can be specified as byte.
To express the properties of SMS in Android apps, it can be identified by a sequence and/or group of properties in OCL. There are two main groups of properties to ensure the system meets the security requirement – identification and data integrity. In addition, the connection of two properties from the two groups can be chained and form a one property to ensure the security is maintained through the communication.

In our implementation, identify can be located by recognize number, secret key and message content, which we specify follow identity validation formula in OCL:

```java
context WC_SMS_Activityinv:
    self.findViewById(R.id.recNum)
context WC_SMS_Activityinv:
    self.findViewById(R.id.secretKey)
context WC_SMS_Activityinv:
    self.findViewById(R.id.msgContent)
```

The group of identity validation concentrates on the single message identity that is needed before sending a SMS message. Once it is established, operations of sending and receiving the message will be the main focus. By encryption and decryption, all the data are transferred in the cypher text. How to ensure the final data used for the apps is the same as the original message transferred is a key issue now.

In our implementation, the operation invariants can be specified by a set of formula eto ensure the above two invariants key conversion and operation invariants. Some operation invariants are listed in the following formulae in OCL format:

```java
context WC_SMS_Activity :: sendMessage(String, String) :
    inv : self.encryptedMsg.size() <= 160
    self.recNumString != NULL
Some key conversion invariant regarding to our application can be:
context WC_SMS_Activity::convertByteToHex(byte[] encryptedMsg)
post: result = self.toHexString(encryptedMsg)
```

Consequently, we can define the data integrity invariant as the conjunction of operation invariant and key conversion invariant.

### 4. UNIT TESTING ON ANDROID SECURITY

The objective of the testing is to confirm whether all transitions satisfy the security property occurring over states based on the above OCL specification and class diagram. The general foundation of validation approach is always same it does not matter the difference and variants of the systems. It is widely admitted that automated unit testing saves time by generating test cases and performing many tests. Automate disconsidered as a quick way to validate new builds-in the form of build acceptance or smoke tests. Finally, unit testing can be an effective way to verify each area of functionality within the application performs as expected across a wide range of devices in a systematic and reproducible fashion. The Android SDK supports JUnit for automated unit tests.
5. CONCLUSIONS

This paper describes an approach to testing the SMS message in Android apps based on the OCL and UML model. While several automated testing frameworks have been proposed and developed for Android and mobile platforms, developers still need formal approaches and corresponding tools to generate test cases for conformance testing efficiently and effectively. To address this issue, we have proposed a novel framework to enable rigorous conformance testing for the Android platform. Our framework adopted a model-based approach which utilizes formal techniques – OCL – to automatically generate test cases. In addition, we have demonstrated the feasibility of our approach with Android SMS application. As part of our future work, we would explore an approach for directly constructing model from the requirements, leveraging the capability of formal verification approach. Moreover, we would apply our approach to other Android modules.
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