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ABSTRACT  
The last few decades have seen a remarkable development technological wise in order to provide understanding between people with different language backgrounds. This paper develops a Chrome Extension that scans texts on a website and discovers unfamiliar English words to its users, then translates those words and displays their meanings onto their computer screens. Using Python with Flask framework and Google Firebase as a backend means, this Chrome Extension can be downloaded on any Chrome Browser and provide definitions to difficult words on websites that users want to get translated. The extension is useful to those who are having a hard time understanding difficult English vocabulary. In the experiment, the application has shown to detect 95 to 98% of the difficult words users are struggling with, with the speed of 10 minutes for documents that have more than 2000 words. The results show that the application provides adequate predictions for most users. For this application, I took data reliability, usability, and web-scrapping into consideration. The extension required ample reliable data, user-friendly interface, and a stable Internet browser for usage.  
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1. INTRODUCTION  
Learning English is an important endeavor in this ever changing world [1]. English is widely spoken for 250+ million people as a mother tongue, with a further 100 million using it as a second or foreign language[12]. Furthermore, English is considered to be the international language of business, science, technology and education [3][4][5][6]. Mastering English provides the opportunity to communicate and collaborate with people from all over the world as many companies make English proficiency as a job requirement or at least an ideal candidate’s quality, especially in fields such as international business, marketing and technology [7]. However, for many English learners, especially to those who speak English as their second language, they struggle with demanding study tasks such as keeping up with required reading, completing longer writing tasks, and undertaking critical and conceptual analysis [2]. In America, those with Spanish background found it difficult to understand mathematical vocabulary at the college level [8]. Another problem for English-as-a-second-language learners is that they lack the keyword vocabulary, thus putting them in further disadvantage when it comes to absorbing new
knowledge in a more English professional setting [9]. Therefore, the demand for reading and understanding good and proper materials on legitimate news resources is becoming more and more important to those learners’ learning process as reading newspapers absorbs information in a different way than reading scientific journals [10]. Thus for those who are learning English, a dictionary hand-in-hand while reading is an invaluable resource so that they can look up those difficult keywords quicker and, consequently, understand the source materials faster [11].

I have conducted an experiment in which they developed an extension to run and translate difficult words extracted from five different websites with varying levels of writing styles and difficulty. The experiment aimed to determine the effectiveness of the program in extracting difficult words from documents, and to identify any potential blind spots. I have used an Excel chart to compare the amount of difficult words extracted by the program and the actual percentage of hard words extracted by traditional means. The results showed that the program extracted a similar amount of difficult words as users using more traditional methods. I then selected five scientific articles with more than 2000 words for the extension to test run. The experiment recorded the time it took to scrape and translate the difficult words, which were then displayed in two charts. The results showed that there were areas to improve the program’s execution time, and that the more difficult the document, the longer it took for the program to run. Overall, the experiment demonstrated the effectiveness of the program in extracting difficult words, but also identified areas for improvement.

I propose an application that will allow users to easily translate difficult words directly from websites through Chrome, Firefox,... extensions. Using open data from Google Scholars and several news articles from respected sites like New York Times or Bloomberg – the extension will detect difficult vocabulary from a specific article, translate these words, and display them on the user’s screen through web interface. Users can choose any articles they want for the extension to scan, the program will analyze and produce a list of potential difficult words that users may have a hard time understanding. Showing the specific definitions and their categorizations would make it easier for English learners to read and understand source materials better and in a faster time frame. The extension that I developed contains a list of unfamiliar words compiled from multiple academic English articles like Google Scholar, New York Times or Nature. The list will be hosted inside a cloud database provided by Google Firebase and will be accessed by API calling mechanisms from the Python codebase. This is an effective solution because the use of a cloud hosting service allows me to quickly and sufficiently analyze and detect unfamiliar words scraped from the online article and translate these words to the users. Additionally present within my proposed extension is a web interface hosted by Flask server that shows the words being translated. This allows users to see the vocabulary one may find difficult so that when they start reading the article, they will have an easier time understanding the material.

There have been various web scraping methods used to extract texts from websites, categorizing and then translate those words. Kurtis Clarke used an alternative to WebScraper3000, a popular Python web scraping library, to collect data from websites of his choice, but the program had some drawbacks, including limited information gathering and the need for tutorials to work on certain websites[13]. Clarke then proposes using the open-source BeautifulSoup4 library for web scraping, which can extract a larger amount of information in a shorter amount of time. Tamas E. Doszkocs also developed an associative interactive dictionary (AID) system for search strategy formulation, but the system is unreliable and time-consuming when tested under long documents[14]. The Oxford Dictionary online edition is recommended for English learners, but it requires users to input specific words[15]. Overall, my Chrome Extension is an improvement upon existing English-assistance programs that are available now. I believe that the advantages of using a Chrome Extension to automatically scan and extract difficult words with definitions and
word types, is unmatched, and that it has shown to be great convenient for those who are struggling with understanding English in text form.

2. **CHALLENGES**

In order to build the project, a few challenges have been identified as follows.

2.1. **The ability to take down raw words**

One of the main components of my reading extension is the ability to take down raw words. This feature allows users to finish the text they are reading more hilariously, making it easier for them to understand and retain the information. There are several issues to consider when implementing this component. First, text-to-word requires a lot of processing power, which can slow down the performance of the extension, especially on older computers. Second, a text may have problems with the same word appearing multiple times, which may negatively impact the user experience. To solve the problem of the large amount of processing power required for text-to-phrase, I can use cloud-based technology to move the processing power to the cloud, which results in smoother performance on the user's device. For the problem that the same word may appear multiple times in a text, caching techniques can be used to store the words that have already been processed to avoid duplicate processing. In this way, processing time can be reduced and smooth performance can be guaranteed.

2.2. **Expanding Vocabulary**

Expanding vocabulary is a major component of my reading extension. When implementing this feature, several problems must be considered. Firstly, ensuring that the words suggested for expansion are relevant to the user's reading level and interests. Secondly, ensuring that the definitions and examples provided for the new words are accurate and easy to understand. Thirdly, the feature must be user-friendly and intuitive to use. To address these problems, I could use a combination of natural language processing and machine learning algorithms to analyze the user's reading habits and suggest relevant words for expansion. I could also use reliable sources, such as dictionaries and encyclopedias, to ensure that the definitions and examples provided are accurate. Additionally, I could design a user-friendly interface with clear explanations and examples, making it easy for users to understand and retain the new words.

2.3. **The personalized recommendation system**

One major component of my reading extension is the personalized recommendation system. This feature uses user data to suggest articles and books based on their reading habits and interests. When implementing this component, several problems must be considered. Firstly, ensuring that the recommendations provided are accurate and relevant to the user. Secondly, handling the privacy and security of user data. Thirdly, ensuring that the recommendation system is able to adapt and improve over time. To resolve these problems, I could use machine learning algorithms to analyze the user's reading habits and make recommendations based on that data. I could also implement strong privacy and security measures to ensure that user data is protected. Additionally, I could use feedback mechanisms, such as user ratings and reviews, to continuously improve the recommendation system and provide users with even more relevant and personalized recommendations.
3. SOLUTION

The extension uses the Flask web host, which I used as it is robust, expandable, and simple to develop for, especially Python. When the extension is activated when the user picks a certain article from the web, the extension will activate its Python script to scan the article and get all the words in that specific page. The extension has a list of difficult words pre-generated by AI scanning through news articles and scientific journals. The application will then “clean” the article using Python by isolating the words and removing numbers, hyphens, and anything unrelated to English. Next, another Python will read the words provided from the previous step and compare them to the pre-generated list of difficult words. If any of the words in the article match the difficult words list, the extension will highlight those words and provide a definition when the user hovers over them. Additionally, the extension will keep track of the user’s progress by logging the words they have looked up and the articles they have read. The logged data will be used to personalize the user’s experience by suggesting articles based on their interests and highlighting words that the user has previously struggled with. The ultimate goal of the extension is to help users expand their vocabulary and improve their reading comprehension by making it easier to look up and understand difficult words while reading online. The application will send a signal to a python flask server hosting and display the vocabulary and their definitions or a generic message describing how the website the user picks does not allow the extension to run a scan on.

Figure 1. Overview of the solution

The component is a Python script that scans articles and compares the words to a pre-generated list of difficult words. It relies on Flask web host and uses Python to isolate and clean the words. It uses NLP (Natural Language Processing) to identify and highlight difficult words and logs user progress to personalize the experience. The component improves reading comprehension and expands vocabulary by making it easier to understand difficult words while reading online.

Figure 2. The script
This code section is specifically designed for web scraping, which involves extracting text from a website. To achieve this, a web scraper tool is utilized to enable the code to access and extract data from the website. Once the text is obtained, the code employs advanced algorithms to differentiate between nonsensical words and legitimate English words using an online dictionary directory. The algorithms enable the code to effectively classify the text into two categories based on its linguistic value. This process is aimed at ensuring that only relevant and meaningful data is extracted from the website while filtering out any irrelevant or nonsensical information. By streamlining the data analysis process, this technique can make it more efficient and save time and effort for the user. This can be especially helpful when dealing with large amounts of data. The ability to extract relevant information from a website can be used in a variety of fields such as market research, data science, and competitive analysis. Additionally, the code can be modified to extract specific types of information, such as product prices or customer reviews, to gain insights that can inform business decisions. Overall, web scraping is a powerful tool for data extraction and analysis, and can help businesses and individuals make informed decisions based on relevant and accurate data.

One of the components of the system is a browser extension that extends vocabulary by highlighting difficult words and providing definitions. The system is implemented using Flask web host and Python scripts that scan articles for difficult words. The component relies on a pre-generated difficult words list generated by AI scanning, and does not rely on any special concept. The extension functions to help users expand their vocabulary and improve reading comprehension while browsing the internet.
The code defines four Flask routes that implement various functionalities. The define_all() function runs when the user clicks on the browser extension, and it scrapes the text from the given URL using the scrape_words() function. It then identifies uncommon words in the text and retrieves their definitions using the word_definition() function. The definitions are returned as a dictionary to the browser extension. The add_user_word(), remove_user_word(), add_user_unknown(), and remove_user_unknown() functions allow the user to add or remove words to their common or uncommon word lists in the backend Firestore database.

The AI scanning code runs before the program starts and generates a predefined list of difficult words from news articles and scientific journals. The define_all() method represents the functionality of the browser extension, while the other methods communicate with the Firestore database. The url variable holds the URL of the website to be scrapped, and the definitions
One of the components in 3.1 is a word extension that adds new words to the user's vocabulary. This component is implemented using a dictionary API service that provides definitions of new words. It does not rely on any special concept such as NLP or neural networks. The component functions by allowing users to add or remove words from their vocabulary lists in the database.

The code shown appears to be a JavaScript object that contains the Firebase configuration settings for a web application. It likely runs at the initialization of the application to connect to Firebase services such as authentication, database storage, and messaging. Each key in the object represents a different Firebase service, such as authentication with "authDomain", database storage with "databaseURL", and messaging with "messagingSenderId". These keys and their associated values specify the settings necessary for the application to interact with Firebase's backend servers and services. The variables being created in this code are properties of the firebaseConfig object, and they store the settings for each Firebase service that the application will use. For example, the projectId variable contains the unique identifier for the project on Firebase's servers. Overall, this code defines the necessary settings for a web application to connect and interact with Firebase's backend services. The backend server is managed by Firebase and handles tasks such as user authentication and data storage.

4. EXPERIMENT

4.1. Experiment 1

A concern with the Chrome Extension is that the program may not discover enough difficult words to translate. Experimentation with Python web-scraping and translation algorithms can provide an understanding of the running of the code, as well as giving an indicator on areas that need to be improved.

Using 5 different websites with different writing styles and levels of difficulty, I made the extension to run and translate the difficult words extracted from those websites. In order to make sure that the test yields the proper outcome, I have extracted the difficult words from the 5 websites beforehand to keep them as a reference. I then created an Excel chart to illustrate the findings and compare with the amount of difficult words I had prepared before. I believe that the test will give the answer to the possible blind spot since the websites I have chosen represent a diverse range of online resources that users will interact with.
Figure 9 is a graphical illustration of the percentage of hard words gathered by the program and the actual percentage of hard words extracted by traditional means in percentage. The blue column depicts the percentage of difficult words extracted from documents by the program and the red column depicts the real percentage of difficult words in those documents. The mean different percentage between these two methods is 2.262 percent, while the median difference is 2.4 percent. The highest percentage of hard words detected by the program is at 95.67% for a 2967 word document, while the lowest percentage is at 86.17% for 2649 word document. The data has shown that there are certain differences between the amount of difficult words extracted from the program or by traditional means, but the percentage difference is not significant and that in this experiment, the program extracted similar amount of difficult words as users using more traditional methods. The effect of this experiment is significant in which the program has demonstrated that it has yielded similar result as users go through the document line by line to detect difficult words.

4.2. Experiment 2

Another concern for the Chrome Extension is its speed. By doing web scraping while actively dividing words into the known and the unfamiliar, the speed in which the extension runs can give insights on how the effectiveness of the app and the area in which the extension can be improved. 5 scientific articles that have more than 2000 words are selected for the extension to test run. The time it requires to scrape all the words in the article and the time it takes to translate the difficult words would all be recorded. Following that, I create an Excel sheet to record the recordings and display them in a form of 2 charts. I believe this experiment can determine whether the web-scraping mechanism and translation run smoothly and effectively. Furthermore, because of the sheer amount of words and levels of difficulty of the selected articles, the extension will be put to the limit and if there are certain errors appear, I can find the blind spot from my algorithm.
Figure 10 is a graphical illustration of the time, in minutes it takes to scan the document, categorizing the hard words and translate them. The blue column depicts the number of difficult words extracted from documents by the program and the red line depicts the time in minutes it takes to run the program. The mean different percentage between the processing time is 9.95 minutes for documents that contain more than 2000 words, while the median time is 9.91 minutes. The longest time it takes to translate all the hard words is 11.64 minutes for a 5112 word document, while the shortest time is 9.12 minutes for a 2649 word document. The data has shown that there are certainly areas to improve on the program’s execution time, and that the result proves that the more difficult the document is, the longer it takes for the program to run. The effect of this experiment is significant in which the program has demonstrated that there are areas to improve the effectiveness of the program.

5. RELATED WORK

Kurtis Clarke has used an alternative of the popular Python web-scraping library, WebScraper3000 to web scrape, collect internet data, from sites of his choices[13]. Mr. Clarke manages to scrape through the page and gather information about the documents and the comments from the site’s users. However, the program has many setbacks, including that it can work properly only on websites where it has tutorials about scraping them and that the information it scrapes is little. Our method uses a superior library of BeautifulSoup4 by Python to scrape website information, yielding a far more amount of words in a much quicker execution time. Furthermore, since the BeautifulSoup4 is open-sourced, the library is deemed by developers to be safer [16].

Tamas E. Doszkocs proposed Associative Interactive Dictionary. (AID) system for search strategy formulation on a large operational free text on-line bibliographic retrieval system [14]. The procedures rely on statistical frequency distribution information about term occurrences in a set of document texts retrieved in response to a Boolean search query and the occurrence frequencies of the same terms in the entire data base. However, the system is proved to be unreliable when tested under long documents because of its reliance on continuously scanning the entire database, affecting the execution time. In addition, the system is developed when the internet is not yet available, thus hindering its capabilities to be delivered to people worldwide.

Oxford Dictionary, online edition is proposed to be a good resource for any new English learners to have an online dictionary within their grasp[15]. Researches deduce that the online Cambridge dictionary influences student pronunciation and vocabulary in terms of pronunciation.
mastery and vocabulary enrichment. Nonetheless, my Chrome Extension has an edge: the Oxford Dictionary can only look up words that the users need to input certainly will frustrate many new English learners. On the otherhand, my program uses auto scanning and algorithm to find difficult words, scanning them and then deliver a list of difficult words with definitions and word types.

6. CONCLUSIONS

The Chrome Extension has some problems that need to be dealt with. While the experiment demonstrated the effectiveness of the program in extracting difficult words from documents, there are several limitations to the program. Firstly, the program relies on the accuracy of the web-scraping mechanism and the translation software, which may not always be reliable. Additionally, the program may struggle with certain writing styles or languages, as it may not be able to accurately identify difficult words. Secondly, the program's execution time can be lengthy, particularly for longer and more difficult documents, which may limit its practical use for users who require quick translations. Lastly, the program only identifies difficult words, and does not provide any context or explanations for these words, which may limit its usefulness for language learners who require a deeper understanding of the language. Overall, while the program is useful for identifying difficult words in documents, it has limitations that may impact its practical use in certain situations.

To solve the limitation of the scraping process requiring regular upkeep, improve scanning algorithms to read multiple types of online resources; I can also improve the detection mechanism for difficult words by infusing AI-based user behavior detection, in such a way that regular upkeep is either not necessary or would not need to be done as frequently.
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