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ABSTRACT

People are often given options on restaurants to eat at and are also given the ratings of those restaurants. However, the ratings can sometimes be rather similar and hard to choose from, and it can also be hard to find a restaurant that suits a person’s special needs, and people often eat at a singular place once they find a good restaurant; we want to change that by trying to encourage people to try new restaurants. While our idea isn’t original, we still decided to add it to the list of probably hundreds of sites out there that do the same thing. We made a restaurant recommendation with one purpose in mind, to gather data from restaurants and share that data with everyone. We used many methods to get that data, create a user interface, and add that data to the site so everyone can use it. This project had originated from another idea for a Roblox sniping site which I was told was a bit too advanced and was suggested something similar in design. A restaurant recommender and a Roblox sniping site are similar in the way they both use web scraping. Web scraping is the ability of a website to get the code from other sites. Our restaurant recommender gets data from Yelp to add to our database in the way that a Roblox sniping site can get information from the Roblox catalog to display to people to see when there’s a good bargain. The restaurant recommender uses the data it gets to give recommendations for a better restaurant and it gives the 3 worst reviews on the restaurant, which are to highlight some of the potential flaws of the input restaurant. The main pieces of data the recommender gets are the restaurant genre for people to see what kind of restaurant it is, the restaurant region to see what type of food the restaurant serves, the restaurant type to see if its a bar or restaurant or what type it is, the restaurant’s overall rating to see how good the restaurant is, and the Yelp page of the restaurant, for a deeper look into the restaurant itself. We then use the data to get a better restaurant. We use the restaurant type, region, and genre to find a similar restaurant, and we use the rating to find a restaurant with a better rating. We used many libraries and coding languages to build our site. We used HTML and CSS to build the user interface, we used Python to run the server we were using and build the web scraper, and then we used csv for the database containing all the data. We used beautiful soup to organize the data, and we used requests to get user input. We used pandas for the data analysis and we used sklearn to build the predictor for a better restaurant.
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1. INTRODUCTION

Most people come to enjoy the great experience of eating outside; however, many people don’t know how to choose where to eat at. This situation is reminiscent of how many people can’t find an extremely rare limited item at one of the lowest prices possible before it’s gone, which pushed the development of RblxTrade, which is a website whose catalog constantly refreshes in which you could track the prices of limited items. However, this is not a very effective website that would rarely fulfill its purpose, so we decided to build something that would both be functional and something everyone could use. So we created a Restaurant Recommender, a site that can be used to gather data on restaurants for companies to use, or for people to use to look for better restaurants to eat at but maintain the same style of food they tend to enjoy. The RblxTrade item catalog is similar to our restaurant recommender in the way that it uses web scraping, a way for code to access and use source code from other websites. And like RblxTrade, our restaurant recommender can take user input to add more to our database in the way RblxTrade takes in inputs to add more items to the catalog [4]. Our restaurant recommender takes in user input of a restaurant name and a location and will then find a restaurant by that name around that location. It will then output the 3 worst reviews on that restaurant to present some potential flaws of the input restaurant as well as a link to the Yelp page of another restaurant of similar types and genres but of a higher rating. While it currently takes the predicted restaurant from our database of random restaurants, a prediction based on location will soon be implemented. We used many libraries to build this program, but the most central part of our program is machine learning. Machine learning is the ability of a program to take in data, which can range from an object and its attributes to an entire database, and analyze that data to predict a specific value using it, which is what we used to design the predictor for finding a better restaurant. In this case, the data that we are collecting is the attributes of the input restaurant and the prediction that is being made is the better restaurant, and the way we predict the restaurant is by using linearization, where we graph points. The restaurants are stored in our database on a graph, then we plot another point that represents our input restaurant and find the point closest to it, which represents the restaurant that's the closest in comparison.

Yelp categorizes restaurants based on the type of food they serve, the regional origin of the food, and the type of restaurant. The type of food is what category of food they serve at the restaurant. The regional origin is where the food was from. And the type of restaurant is what kind of establishment the restaurant is. Yelp uses these categories to sort restaurants and we use these categories to find a recommendation for a better restaurant with similar categories. Our recommender also uses these categories to classify our restaurants in the database.

2. CHALLENGES

To build this data-driven model/application, we had a couple of data-related obstacles that we had to overcome throughout the process.

2.1. Selecting the Programming Languages to use for the Application

For the application, both a front end and a back end would be required. To make the front end, we considered that the programming language would need to be both relatively easy to start with and highly customizable, which would greatly improve the development process in the early stages as well as the late stages of the application. HTML and CSS seemed to be suitable choices for this [14]. The same philosophy was used to select Python as the designated language for the backend; while Python has a very simple syntax, it also features countless packages that can be used for almost any purpose or application [13].
2.2. Identifying the Homogeneity of Certain Restaurants and using that Data to Build a Model

To classify the restaurants our recommender got, we needed to find a way to organize the categories. So we classified them by numbers representing different categories of that group. However, classifying by numbers alone would not work, since we also had to get the names of the restaurants. So we used web scraping to get the names of the restaurants. We then built a database for storing the names of the restaurants, what categories they fall into, and a link to their Yelp page. And then we made a data scraper, where we could enter a Yelp search link and we could add all the restaurants into the database.

2.3. Understanding the Complexity of how Restaurants are Grouped and how that Plays a Factor in How People Make Decisions

While many people can assume that restaurants are grouped by just fast food places or ordinary restaurants, they would be wrong. Yelp categorizes restaurants based on a huge variety of categories all falling into different groups of categories. Food categories can include fast food, seafood, Mexican, Italian, and American. There are bars, restaurants, delis, and even food trucks for types of restaurants. People may find choosing restaurants complicated already, but those who know how many categories there really are would know how complicated it really is [3].

3. SOLUTION

While Yelp restaurant categories don’t narrow down people’s choices of where to eat, sites like our restaurant recommender can collect data from these categories for analysis and, in some cases, provide this data to people to help them decide where to eat at.

![Figure 1. Screenshot of restaurant recommender 1](image)

Our restaurant recommender is to ensure that people can check if their restaurant is a good choice or not. Our application runs on 4 different parts: the data scraper and database, the HTML and CSS for User Interface, the server, and the predictor. The data scraper and database is a manual way of collecting and storing data on restaurants. We use HTML and CSS to create the User Interface. We use the server to be able to run both the predictor and the User Interface. The predictor is for predicting a better restaurant than the one input. Unfortunately, this model is unavailable on mobile and is only available on PCs at this time.

This application was built with mostly Python with a bit of HTML, CSS, and csv to build a database. Many Python libraries were used including BeautifulSoup, sklearn, requests, csv, pandas, NumPy, and matplotlib. This application was fully designed in Visual Studio Code. BeautifulSoup is a library that specializes in extracting data from HTML files. For instance,
BeautifulSoup is capable of retrieving all text from a page and retrieving URLs within specified tags [8]. The requests library from Python allows the code to make requests to specific URLs to retrieve data from websites [12]. The sklearn library, which is short for scikit-learn, provided the machine learning capabilities necessary to build the restaurant recommendation predictor model for the application [5]. Pandas helped with the data analysis section of the application [10]. Lastly, matplotlib creates visualizations alongside NumPy to create plots for the application [6] [7].

We used a lot of files to build our site. Our data scraper file is a supervisor access-only file that can collect data on a restaurant’s name, categories, and Yelp page to add to our database. The picture above is a snippet from the data scraper file.
The HTML and CSS file were to create the user interface. The HTML was to shape the interface and put everything where it's supposed to be and the CSS was to make the interface more colorful. The HTML file is then connected to the predictor by another file.

The Server file helps to connect to run the application on the web, which is performed using Flask. Flask is a micro web framework from Python to link Python to the interface made with HTML and CSS. The HTML builds the interface, the javascript makes the input and the button.
The predictor file as shown above helps to do the prediction of a better but similar restaurant. It checks for a restaurant’s rating and categories to see if they fit the input restaurant and also gets the Yelp page of the restaurant and outputs it as the restaurant’s name as the link to its Yelp page.

4. EXPERIMENT

Sklearn was the primary tool in Python that was used to create the model for the restaurant recommender. In particular, svm.SVC was the model responsible for testing the data of the database. SVC stands for Support Vector Classification, which allows the differentiation of different categories [11]. First, a database that was stored in a CSV (comma-separated values) file would be read and appended to a list of data in Python [9]. Then, the names and links for each piece of data would be stored in their respective lists, which are extracted by retrieving the first and last entries in the list that represents the data item, respectively. The svm.SVC model would be initialized and fitted with the test data and test names. After letting the model process the test data, the results are provided.

4.1. Experiment 1

To test the accuracy of the model we created for the application, the model was experimented on using different test cases. The test cases were created using three numbers, in which the first number represents the region, the second number represents the type of restaurant, and the third number represents the genre of restaurant.

Test Case 1: [4, 4, 4](region, type, genre)
Result: [32](Tip Top Meats)(3, 13, 5)

This test case consisted of #4 for all 3 categories. The predictor returned a most similar case of 3, 13, and 5. The 3 and 5 seem to be very close to 4 being only one off for each; however, the type was 13, which is 9 off of the original test case. For this test, it produced a restaurant that had 2 near perfectly matching categories; however, the 3rd one seems to be off.

Test Case 2: [1, 2, 1](region, type, genre)
Result: [61](Flip n Shake)(3, 10, 5)

This result seems different, the test input consisted of region #1, type #2, and genre #2. However, the results seem to be a bit scattered. The region returned was 3, which seems to be very close to 1, the type is 10, which is once again very far from 2, and 5 seems to be mid from 1. This could potentially be a coincidence, but the results of test cases #1 and #2 seem similar in some ways.

Test Case 3: [7, 8, 6](region, type, genre)
Result: [74](Noodle Boulevard)(4, 10, 5)

This result once again seems peculiar. The test input consisted of consecutive numbers of 7, 8, and 6. The return restaurant was of categories 4, 10, and 5. The 4 seems somewhat close to 7, the 5 is in near-perfect alignment with 6, and the 10 seems to be very close to 8. These tests have shown an expected pattern and an unexpected pattern or possible coincidence. The tests seem to return restaurants that have at least 2 categories that are quite similar to the input. However, all the returned restaurants have quite similar categories, this could be an unexpected issue that can be fixed, or it could be a coincidence with choosing our test cases. Overall, the analysis concludes that while the application seems to be somewhat effective at choosing a suitable restaurant for the user, there is still possible room for improvement regarding the model itself.
5. RELATED WORK

Graves Allen analyzed the relationship between a restaurant’s ratings and reviews and the restaurant’s profits. Their research showed that profits could rise by a considerable amount if the rating of a restaurant grew by even 1 star, and similarly profits could drop a considerable amount if the rating were to fall. The suspected reason for this is because review sites attract more people to a restaurant with good ratings and steer people away from restaurants with bad ratings [1]. Allen’s work is similar to this work in that the main topic revolves around restaurants and their data. However, Allen chooses to place more focus on the correlation between ratings and profits, while we choose to create an application with a model that helps its users choose the best restaurant for them.

The EHL Faculty decided to analyze why people choose to look at review sites for restaurants. There appeared to be 4 main reasons. One is because then they can rest easy knowing that they won’t regret their purchase at a certain restaurant. Another is that they can also look through the restaurant’s menu and decide what they want and what they should order beforehand. Another is that people can see what other people’s impressions of the restaurant were and then they know if they should eat at that restaurant [2]. What the EHL Faculty’s work and our work have in common is that restaurants and their reviews are analyzed. The EHL Faculty uses the data to select what food item should be selected in a menu; on the other hand, we use the data to choose which restaurant to go to.

6. CONCLUSIONS

To provide a convenient method for people to find the restaurant that would suit them the most, an application was created to help them search for new places to eat at. This application features a simple interface created in HTML and CSS, and the back end was created using Python [15]. To test the application’s accuracy in identifying which restaurant would be best for a particular user, an experiment was run on the model. Multiple test cases were done on the model using numeric values to represent the region, type, and genre of the restaurant. The results of the experiment seemed to indicate that while the recommendations that were provided based on the inputted numerical values seemed to be somewhat accurate in one or two components, at least one component seemed to have a noticeably large discrepancy in the majority of test cases.

One major limitation that can be seen with the application is its lack of features. While the application can recommend new restaurants to people and open them up to new places, it does not offer anything else to its users. This is fine if the application is specifically only for one purpose, but a lack of features makes the application less versatile and less able to satisfy all of its users’ needs regarding restaurant recommendations. In the long run, this may mean that users will either have to use multiple applications for viewing other aspects such as recommended menu items or switch to another application entirely.

If I were to keep working on it, however, I would add more features. Some features that could be added in the future are extracting positive reviews from other websites and linking the prediction to the recommender itself. By seeing what exactly is being said in the positive reviews, the users may have a better idea of what exactly they should order at the restaurant. Overall, I believe the restaurant recommender turned out well.
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