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ABSTRACT 
 
In the modern computing age, where it seems that almost everyone has a computer, the 

organization of individuals file structures has become increasingly more and more 

unorganized [1]. In an effort to solve this problem, the File Sorter application proposed in 

this paper enables a user to easily sort their files with the help of an AI model designed to 

sort files accurately and efficiently. The File Sorter application utilizes AI to predict where 
a file should go given a dataset [2]. To test this application, we employed experiments to 

design how time efficient the File Sorter was as well as how accurately it sorted files, in 

which both experiments displayed no inefficiency. The public should use the File Sorter 

application because it accurately and efficiently sorts files in varying manners, and it is 

good practice for an individual to maintain a healthy file structure because it enables a 

productive file structure workflow. 
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1. INTRODUCTION 
 

Unorganized file structures have been a problem in the use of computers since their creation. 

Unlike other computer problems, the fault and natural existence of this problem is entirely placed 
onto the user, as the user is the mover and creator of files generally. Despite how the problem 

occurs, the existence of unorganized file structures has proven to dampen productivity and also 

can potentially lead to the loss of files in the overall structure. Research conducted on how users 
maintain their file structures demonstrate that the participants who didn’t organize their file 

structures would search for a file 51% of the time, over five times more than the other 

participants who did organize their file structures [3]. Often, searching for a file will take over 
five minutes in Windows machines [4]. This time will be even longer if the user is searching in 

the C:/ drive, as a recent study has shown that when looking at the file search mechaning the 

“default Windows presentation is suboptimal - if changed, retrieval time could be reduced 

substantially”. This problem, as Windows machines and even other machines all have long file 
search times, is one of importance because computers are used everywhere, even places of 

critical importance such as national security or critical infrastructure [5]. As this problem is 

undoubtedly one of self-doing, as a user must allow their files to become unorganized, the 

http://airccse.org/cscp.html
https://airccse.org/csit/V14N11.html
https://doi.org/10.5121/csit.2024.141108


92                                         Computer Science & Information Technology (CS & IT) 

individuals that this problem affects could be anyone, but is inclined to be individuals who are 
generally unorganized. This inevitability of the file system becoming unorganized creates a 

necessity for a solution that makes file management easier and provides a base for organizing 

files.  

 
“3 out of 20 sometimes used, 13 out of 20 rarely used 3 out of 20 every once in a while, and 1 out 

of 20 never used.” 

 
“Through the course of use, document collections accumulate duplicate folders, folders that fail 

to reflect current job duties, files no longer relevant, and so on. All but two subjects said they 

would periodically go through their document collections to tidy up files and folders, deleting 
files no longer needed and adjusting the folder structure.” 

 

Some other methodologies we used as a baseline for comparison of the efficacy of our 

application are the Easy File Organizer, habitual file sorting, and Online file organizers like 
OneDrive and Google Drive. 

 

The Easy File Organizer is an application available on the Microsoft shop that enables the easy 
file sorting of a directory. Within the application, the way in which files are sorted is quite vague 

as well as, when sorted, are sometimes inaccurate in our testing. The File Sorter methodology 

proposed in this paper seeks to improve the file sorting capabilities by utilizing AI to accurately 
sort files [6].  

 

Habitual file sorting is the habit one employs to maintain a healthy and organized structure. The 

major drawback of employing habitual file sorting is the requirement that one must consistently 
employ these habits to maintain the organized structure. Our intentions with the File Sorter are to 

negate this requirement and allow the user to organize their files in a few clicks.  

 
Online file sorting services such as OneDrive and Google Drive are both solutions to maintaining 

file organization, as they allow the user to upload files and easily search for them [7]. However, 

the major drawback to this type of file sorting solution is that they require internet connection as 

well as the uploading of the files to be sorted. The File Sorter does not require internet connection 
and will sort files right in the file structure. 

 

The method of solving this problem that is provided in this paper is a program called The File 
Organizer. The File Organizer is a desktop application that, when pointed at a directory in the 

user’s operating system, will organize all files either by extension or in alphabetical order, 

depending on the option the user chooses. Upon choosing a folder directory, the File Organizer 
will organize them based on the function the user selects, being organized by file type or 

alphabetically, and place them in subfolders title either by the extension or by the letter of the 

alphabet it starts with. In the case of the File Organizer sorting by extension, The File Organizer 

application utilizes machine learning to organize files in the directory to place them into 
subfolders such as ‘documents’ or ‘images.’ In the case of sorting by alphabetical order, the 

program reads the first letter of each file and places them into subfolders according to this first 

letter. The File Organizer is a productive solution to this problem, as it not only makes finding 
specific files much easier, as it rearranges files into places that are easier to find, but also does so 

with all files, making all of them easier to find. Another method of solving this problem, which is 

a lot more common in Windows machines, are background services that maintain and organize 
the file structure of the OS for the user all by themselves. The method that this paper introduces 

differs from the ‘file organizer service method’ as The File Organizer requires the user to 

organize their files themselves with the tool, giving a user a better idea of where their files are at. 
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The experiments carried out that are displayed in this paper have to do with testing to see how 
much time File Sorter application takes to sort folders with a varying number of files and how 

accurately it sorts those folders. To set up the File Sorter sorting time experiment, we took folders 

of varying amounts of files and measured the time it took for the File Sorter to complete sorting. 

From this experiment, we discovered that the time to file amount slope was consistently linear, 
implying that the number of files the File Sorter receives is not a threat to the stability of the 

application. To test the accuracy of the File Sorter AI model, we created some test folders that we 

used the File Sorter to sort and then checked and recorded how many files were not accurately 
sorted. Our findings were that the File Sorter application was consistently accurate when sorting 

these folders. 

 

2. CHALLENGES 
 
In order to build the project, a few challenges have been identified as follows. 

 

2.1. Organize Files 
 

A major component of The File Organizer application is the machine learning model that 

categorizes where a file should be organized based on the extension.  Throughout development, 
we noticed that the AI model tended to inaccurately organize files, which we eventually 

discovered to be a case of not enough train data [8]. There were a few solutions we could have 

implemented to sort out this problem, however, we decided to add more data for the AI model to 
use, as this was the simplest solution. Another minor problem encountered during development, 

was how to properly fit the data to the model as well as utilize the classifier for a classification 

matrix, which we solved by creating a vectorizer object for predictions and a classifier object for 
the matrix. 

 

2.2. Sorting Algorithm 
 

Another major component of the File Organizer Application is the function to organize files 

alphabetically. A major problem we identified after implementing this function into the 
application was that the sorting algorithm doesn’t take into account the capitalization of the first 

letter, enabling files that start with both ‘s’ and ‘S’ for example to be sorted into the same folder. 

To implement this change and take this into account in the algorithm, we could add an if 

statement check that checks if a letter is capitalized or not, and then if it is capitalized, we could 
sort it accordingly and create a new folder if necessary.  

 

2.3. The Structure and Format 
 

The last major component included in the File Organizer application is the graphical user 

interface that utilizes the Tkinter library [9]. The most prominent challenge that we encountered 
during development of the GUI was how to implement the structure of the GUI as well as 

formatting all items on the GUI. When developing the structure of the GUI, it was important to 

keep in mind all the components that had to be fit onto the GUI, as the size available on the GUI 
very much limited what we could put on it. Additionally, we also wanted to make sure the 

application couldn’t be expanded and had to do some research to figure out how to lock the 

window size. When putting the items onto the GUI, we were constantly going back and forth 

between the window size parameter and where to put the item, as we wanted to keep the GUI as 
space efficient as possible.   
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3. SOLUTION 
 
Upon starting the File Organizer application, the user is greeted by the graphical user interface. 

This graphical user interface contains the logo of the application, and two buttons labeled ‘Sort 

by Extension’ and ‘Sort by Alphabetical.’ Upon clicking either of these buttons, a new folder 

selection page opens, in which the user can select a folder that they would like to sort either by 
extension or alphabetically. If the user selects the ‘Sort by Extension’ button, the 

sort_by_extension function executes and sorts the files with an AI model, which is trained on a 

set of data containing file types and where they should be sorted, into separate categorial folders. 
Conversely, if the user selects the ‘Sort by Alphabetical’ button, all of the files inside of the 

folder will be sorted into folders of the letter in which the file starts with. To create and manage 

the AI model that we used to sort files into categorial folders by extension we used the sklearn 

python library, and specifically utilized the MultinomialNB classifier base as the model we 
trained with our data. As opposed to the extension sorting function, the function used to sort file 

alphabetically does not use any AI, and really only parses filenames as strings. For the graphical 

user interface that acts as the structure for the entire application, the python library tkinter was 
utilized to create a simple and easy to use GUI [10]. To make the graphical user interface more 

official and user friendly, the use of a custom designed logo was employed. 

 

 
 

Figure 1. Overview of the solution 

 

The AI model used to sort files into categorial folders based on extension employs the use of the 

sklearn python library and uses the MultinomialNB classifier model to sort the files. After the 
model makes a prediction of where the file should be sorted, the organize file’s function moves 

the file into that folder.  

 

 
 

Figure 2.  Screenshot of the file organizer 
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Figure 3. Screenshot of code 1 

 
After importing all of the necessary libraries and modules, the engine.py program loads the csv 

file containing the data and sorts it by the column’s ‘extension’ and ‘label,’ which are necessary 

to train the AI model. Upon creating the train_test_split necessary for training the AI model, the 
program then creates both a vectorizer and a classifier, with the CountVectorizer() and 

MultinomialNB() models separately, and fits the data to each model so they may be used for 

predictions [15]. Below the initialization of the vectorizer and classifier is the evaluate_model 
function, which serves as a way for the user to see how accurate both the classifier and vectorizer 

are. Below this function lays the predict function, which will decide on which category the files 

should be in. This predict function is then called from the organize_files function on every file, 

and depending on the prediction the predict function returns, the organize_files function, if 
necessary, will create the folder and put the file into that folder.  

 

The organize_files_alphabet function serves as the backend function to sort all of the files within 
a directory into subfolders of a certain letter. In each of these folders, each file that starts with the 

corresponding letter of the subfolder is sorted into that subfolder by this function. 

 

 
 

Figure 4. Screenshot of the file organizer 
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Figure 5. Screenshot of code 2 

 

When the organize_folder_alphabet function is called, the folder_path parameters are passed for 

the function to use. When the function starts, it creates a for loop that will iterate through every 
file within the folder_path and will check if the file is a valid file. After checking, the function 

then grabs the ‘folder_name’ that should be sorted into, which is just the first letter of the file, 

and converts it to lowercase. Upon creating these, the function then creates the ‘source_file’ 

based on the original files location and the new ‘destination_path’ location based on where the 
folder should be moved too. The destination_path is then checked to see if it already exists, and if 

it doesn’t, it will be created so that files may be sorted into it. Then the function os.rename is 

used to take the source file and move it into the new destination_path. Really only the os python 
module was employed within this function, as there was no need for anything else.  

 

The Graphical User Interface within the File Organizer application enables the user to interact 
with and use the backend functions [14]. The python module tkinter was used to create the GUI, 

as well as manage the main loop of the interface. Additionally, tkinter provides the application a 

screen for them to select a folder in which they would like to sort.  

 

 
 

Figure 6. Screenshot of the documents 

 

 
 

Figure 7. Screenshot of code 3 
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As seen in the image above, the very first step of creating the tkinter graphical user interface is to 
initialize the ‘root’ window. Upon initializing the window, we define the title of the root window 

as well as the geometry and its resizable capacity, which we purposefully set to (0,0) because we 

do not want it to be resizeable. After setting up the window structure, we go ahead and open up 

the logo image and set it up in the root window so it may be displayed. The next thing the code 
does is set the ‘app_title’ to be “File Organizer'' and display it in the window. After setting up the 

display, the code then defines the two buttons for each major function in this program. The 

organize_button has the parameter command=select_folder, which will then go ahead and trigger 
a chain from select_folder, which will prompt the user to select a directory, to the 

organize_filesfunction, which will actually organize files with AI. The organize_by_alph_button 

has the same kind of flow, but has the unique functions select_folder_alphabet and 
organize_files_alphabet. 

 

4. EXPERIMENT 
 

4.1. Experiment 1 
 

One potential weak spot identified in the application is how the number of files in a folder can 

impact the applications performance and overall time to sort. It is important that the program 
sorts of files in a manner that is time efficient because that is its primary function. 

 

For this experiment, the plan is to sort folders of varying amounts of files and see how each 
increasing size impacts the performance of the application as well as the operating system. The 

first step of this experiment will be to create different unsorted folders, starting at the size of 50 

files and increasing by 50 files until we reach at least 400 files. Depending on how the increased 
size impacts the performance, we may go ahead and increase the size to maybe 500, however, we 

will see how the performance is impacted before going there. This will provide us a good 

understanding of how the number of files will impact the application and operating system.  

 

 
 

Figure 8. Figure of experiment 1 

 

After collecting our data, nothing really stood out or was surprising about how the number of 
items affects how long it takes to sort. As seen in the graph, the trendline is considerably linear, 

implying that there is a constant rate at which the number of items in the folder being sorted will 

affect the time it takes to sort it. This is actually good news for us and the application, because it 
implies that, while the application may reach a point in which it overloads with too many items, 

that the only limiting factor of the applications ability to sort is the computer hardware and 

storage capacity. We suspect the reason for this linearly shaped trendline is due to the fact that as 

the operating system encounters more files to sort into directories with labels, it therefore takes 
the same amount of time to sort each file individually regardless of size.  
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4.2. Experiment 2 
 

Another potential weak spot in the application is how accurately the file sorting AI model 

predicts where a file extension should go. It is important that this AI model works proficiently, as 
it is the main component for deciding where files should go to make it easier for the user to find 

their files.  

 
For this experiment, we intend to create multiple folders that contain file items to be sorted of 

various file types. The objective is to use the file sorter AI model to sort the file items and see 

how accurately it is able to sort them. We will compare the outputted sorted directory directly to 

the csv file data that we trained the AI model on to see if all of the extensions of all of the file 
items are put into their correct sub-directories. We will then create a table in excel, and input, for 

each one of these folders, the number of files sorted correctly as well as the number of files sorted 

into incorrect directories.  
 

 
 

Figure 9. Figure of experiment 2 

 

In the experiment, we encountered very assured results that the file sorting AI model created for 

this application is accurate, as all of the files were sorted into the correct sub-folders. One of the 
surprising aspects we discovered throughout the experiment was that one of the HTML files was 

placed in the code folder rather than in the web folder, which we initially assumed was incorrect. 

However, aftering inspecting the data source, we discovered that .html files are given both types 
of webs and code in the dataset multiple times. Although this can be considered an error, it 

doesn’t show that the AI model is anyway wrong, rather that the AI model was given conflicting 

data, and sorted the HTML file into one of the folders it was given in the dataset, which is still 
correct. Moving forward, the conflicting data within the dataset is something that should be fixed.   

 

5. RELATED WORK 
 

The Easy File Sorter, an application on the Microsoft shop, is an application that sorts files in a 
very similar fashion compared to the File Sorter method displayed in this paper [11]. However, in 

our testing we have found that it is considerably vague in where it sorts its files and doesn’t have 

as many categories and levels of detail as our File Sorter application does. After trying out the 
app, we noticed that the Easy File Sorter had a tendency to misplace some files into different 

folders as well. Compared to applications proposed in this paper, the File Sorter AI model is 

trained to sort files by extension more accurately and the application is able to run on any 

operating system, not solely windows. 
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Another method for organizing files is to maintain a habit to name and accurately organize the 
files within the file structure accordingly [12]. One drawback, however, to maintaining the file 

system organization by relying on habit, is that it takes consistent effort to employ this file 

maintenance strategy. However, when compared to our File Sorter application, our method only 

takes a few clicks, and the files in whatever folder you would like will be sorted accurately. The 
method proposed in this paper, while it may enable the development of bad file sorting habits, 

solves the problem of needing consistent effort to maintain an organized file system structure.  

 
Services like Onedrive and Google Drive offer file sorting services that make the ability to search 

through files much easier and can even organize files in a quick and easy manner [13]. However, 

both of these services require the internet and that the files to be sorted be uploaded to their 
respective services. Additionally, the way in which Google Drive organizes files is through the 

use of their search function, which must be repeated everytime a user is looking for a specific file. 

Compared to the method proposed in this paper, the File Sorter application does not require any 
internet connection and will consistently organize files within the actual file structure.  

 

6. CONCLUSIONS 
 

Given more time to develop this project, after noticing some of the other methodologies 
implementing this strategy, the ability to create custom sorting rules is something we would like 

to implement into the File Sorter application. This would likely look like a table in which the user 

can create the folder name and input the file extension types they would like to be sorted into this 
folder. This would enable the user to sort, not only accurately, but in a manner that is more to 

how they would like their own file structure to be sorted. Additionally, the AI model that is used 

for predicting where a file should be sorted could be a bit more lightweight, as we believe we can 
make it lighter. We would also like to add more extension types to the dataset, so that the AI 

model will be even more accurate and have a wider range of extension types it can accurately sort. 

 

This research paper has provided me with many opportunities for learning and given me many 
insights into how the public tends to sort their files as well as how to implement ideas to create 

solutions to problems like this. Thank you very much for reading about my project, it was a lot of 

fun! 
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