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ABSTRACT 
 
This research is intended to display and encapsulate a methodology for solving the problem of 

the desperate lack of information and resources for learning about and practicing opening 

moves in Chess. The methodology, GrandMaster Openings, comes in the shape of a mobile 

application available on both the Apple and Google Play stores and can be downloaded right 

now [1]. The GrandMaster Openings app seeks to give the user insightful information on 
opening moves in Chess, and even comes equipped with an AI chat feature with an AI 

GrandMaster trained on the same data that is on display for users to see within the app [2]. The 

most prominent technologies that were utilized to develop this application are ChatGPT’s 

trainable chat model features and the Flutter mobile application development framework, as 

well as a few extensive chess match datasets. During development, the creation and 

implementation of a back-end server was necessary, as the transmission of quite extensive data 

and the housing of a big AI model became cumbersome to keep on a user’s device, and proved 

to be quite challenging due to the new implications of a back-end server [3]. Within this essay 

are experiments that were conducted specifically targeted at the back-end server in order to 

discover any current or potential issues with it. Ultimately, after proper development and 

thorough review, the GrandMaster Openings mobile application is a great resource for those 
looking to learn more about Chess openings, get immediate feed from a trained AI model 

GrandMaster, and review excellently collected real life game data. 
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1. INTRODUCTION 
 

In chess, the first move is, often unknowingly by the players, the most important move of the 

game, as it sets the pace of the game and locks in the players with their strategies. However, 

despite the importance of the opening move in a chess match, there are not many widely available 
resources for practicing or studying opening moves. This creates a big problem for the chess 

community, as those who seek to study opening moves don’t always have the resources to do so 

despite the consequences - “Your opening can give away your style to your opponent and vice 
versa, thus, it gives you ample opportunity to play according to your opponent’s style.” 

http://airccse.org/cscp.html
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Additionally, there are not many statistics on the efficacy of certain opening moves, and how they 
can impact the game or its players [4]. A common way to handle these types of statistical or 

prediction problems is to employ the use of AI models for handling big amounts of game data 

and making predictions. In a study already conducted that employed the use of a classification 

model, it “provided the highest accuracy of 66.91% when two attributes namely opening 
sequence and winning score are considered in the 20-moves dataset [5]. “Using AI could be 

beneficial for chess players to study opening moves, as the lack of resources for opening moves 

and the unemployed use of AI models for this task is wasted potential. Utilizing AI train on real 
life game data, specifically trained on opening move data, can give new perspectives on opening 

moves and provide useful insights for players.  

 
The three other methodologies investigated in this paper are Chess.com, ChessPathways.com, 

and the Chessable mobile application [6]. All three of the reviewed methodologies are different 

products that aim to be services of teaching not only opening moves in chess, but also general 

gameplay and strategy. While each one does aim to provide insight to chess gameplay, we did 
find some issues during the review that we seeked to improve upon in our mobile application. For 

all of these methodologies, the biggest issue we found was the lack of support and significant 

lack of any reviewed gameplay data. The GrandMaster Opening’s application invests a lot of 
resources in maintaining and providing quality game review data for the user to reflect upon and 

use during training [7]. Another big lacking point that these methodologies tend to not include is 

any real time and quick support. GrandMaster Opening’s comes equipped with a custom AI 
model designed to provide quick and insightful chess advice or information tailored for the 

individual user [8]. 

 

Our solution to this problem is to employ the use of an AI model that is trained on real life game 
data, that is designed to give feedback on opening moves based on statistical analysis. The 

frontend of this AI model will be a downloadable mobile application that users can download 

from respective app stores. This accessibility to the application and the AI model will solve the 
issue of resources not being readily available to players, as it will give them direct access to 

existing game data and an AI model specifically designed to interpret that data. Additionally, the 

application will be entirely free, as opposed to other resources that charge a fee or monthly 

subscription to have access to the same or lesser features. Because of the importance of openings, 
free resources will bring more accessibility to chess players, enabling a more informed player 

base. Additionally, the application is also intended to give practical game advice based on the 

statistics gathered from the game data it was trained on. This advice and analysis will provide 
users with a really great resource for practicing playing, as it is able to give advice in real time. 

The dynamic nature of the application allows for a more convenient and practical method of 

study, as opposed to other resources that are static and are not flexible depending on the situation. 
Overall, the application will be a great resource for those looking study opening moves, as well 

as those who are looking for immediate and direct feedback from the AI model. 

 

After the initial development of the GrandMaster Openings mobile app, the research team 
conducted two thorough experiments in an attempt to root any potential issues or vulnerabilities 

in the application. The two experiments conducted within this paper were designed to test the 

response time of the back end server as well as the secure design of the AI model prompt input. 
In the first experiment, data was collected of how fast it took the backend server to receive the 

input from the user, create the prompt, get the response from the AI model, and send the data 

back to the user. We found that the average response time from the server was around 6.45 
seconds, which we were satisfied with. The second experiment designed to test the security of the 

AI model we were also satisfied with. This experiment included the submission of prompts 

designed to try to get the AI model to return any response that is besides the instructions we gave 

to the model. We found that it was very difficult to have the AI model break character, as we 
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were unable to actually get any response from the model where it broke character or returned 
incorrect or useless data back. 

 

2. CHALLENGES 
 

In order to build the project, a few challenges have been identified as follows. 

 

2.1. Effectively Using the Collected Game Data 
 

One major component of the application proposed in this research paper are the backend 
functions designed to provide fuse AI and data to provide feedback on opening moves in chess. 

The most significant difficulty with creating this component of the project was effectively using 

the collected game data for predictions while also navigating an immense amount of data. Due to 
the nature of how big the game data was, effectively using it for predictions yielded quite a 

challenge, as efficiently using just enough data for a prediction was essential as to avoid 

unnecessary wait times in the backend. Additionally, deciding how much data to give to 

ChatGPT for analysis was also a challenge, as ChatGPT can have variable answers and perfecting 
the ratio of time efficiency and accuracy with the ChatGPT functionality was essential.  

 

2.2. Embedding the Backend Functions Into the Server 
 

Another major part of the application is the server which hosts the backend functions as a callable 

API. One of the most prominent challenges encountered with this component was actually 
embedding the backend functions into the server. As what the backend functions returns depends 

on what the function does, formatting the data in a manner that is easy to send across the internet 

is also very important, as the data returned from some functions is not conducive to effective 
transportation. Specifically, putting the data returned from the functions into a json format was 

essential, as the json format is not only very standard for data transportation, but also is 

convenient for maintaining structure and easy access on the user’s application side.  
 

2.3. Working With the Flutter Framework 
 

Additionally, another aspect of the overall application that we encountered some challenges with 

is the user side Flutter application. Working with the flutter framework was challenging as it is 

moreso a framework as opposed to a language, and comes with its own unique attributes and 
challenges.Specifcally, maintaining the framework was quite difficult as there were often 

packages and updates that had to be installed which had their own dependencies associated with 

them. Creating a function to fetch data from our API server was also in it of itself challenging, as 
previously stated the backend functions could return very different outputs. The challenge came 

in in not only establishing a way to call each individual backend function, but also how to put all 

of the varying responses into one format that can be used anywhere in the application. The 
solution created was to simply store all responses as a string manipulate them in their separate 

areas after.   

 

3. SOLUTION 
 
The method outlined in this research paper, ChessGPT, is an application designed to provide data 

and AI backed analysis on opening moves in chess in real time. The three major components that 

make up the structure of ChessGPT are the backend functions, the api server, and the user side 
Flutter application. Upon opening the Flutter application, users are greeted by a splash screen that 

moves into the home screen. Inside the home screen, users are shown a Trending page and at the 
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bottom, a ‘Winning” tab which displays the topmost winning opening moves. From the 
homescreen, the user can either start a new AI chat or open the “New” tab and see even more of 

the newest data analytics on opening move data. For each opening move the user can inspect each 

by clicking on them and arriving at a “Details” screen for that specific opening move. 

Alternatively, the user can open an AI chat page from the homescreen, in which the user can 
create custom commands to the AI server to get data or ask for an AI predictive analysis on an 

opening move or even for advice on their current chess game [9]. Every time a user creates a 

request to the AI chatbot, the request is sent to the AI server hosted on render.com. Inside the 
server, depending on what functionality the user is requesting based on the command they 

inputted, the corresponding function is called which will either grab data from the database or ask 

ChatGPT a question based on the question from the user and data grabbed from the database. 
Upon formulating the response in a json format, the response is then sent back to the user who 

made the request and displayed onto their screen for their viewing.  

 

 
 

Figure 1. Overview of the solution 

 

The backend functions for the Chess Opening Analyzer app serve the purpose of either grabbing 

data from the chess game datasets or making calls to ChatGPT in order to give the user helpful 
data and advice on improving their opening moves [10]. These functions rely on the ChatGPT api 

as well dataset manipulation concepts utilizing Python’s pandas library. 
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Figure 2. Screenshot of code 1 

 

The first major component we would like to address is the back-end server, and the backend 

functions within them. The backend functions, as part of the server, serve the purpose of taking 
the user’s http request received by the server and performing their respective functionalities in 

order that the desired data may be returned back to the user’s device. The list of backend 

functions includes get_opening_advice, get_opening_name, get_top_n_opening_name, 

get_victory_status, and get_victory_status_by_opening_name. All of the functions, minus 
get_opening_advice, use pandas to grab data from the chess opening dataset with the intention of 

providing the user with information relevant to the opening name they are querying for. However, 

the get_opening_advice method is intended for the AI chat feature within the app. The 
get_opening_advice function uses the OpenAI prompt functionality from the OpenAI library to 

send a request to ChatGPT from the Flask server with the question that the user sends in their 

request. The get_opening_advice function first sets the persona of ChatGPT to a chess 
GrandMaster, so that it’s responses are in theme and helpful. 

 

Within the overview of the GrandMasterOpenings mobile application, the backend server serves 

a critical as being the data and content center. All of the chess dataset data and the custom AI 
model prompts are kept on the back-end server, and for any of the data to be used the user must 

perform a request to the server. 
 

 
 

Figure 3. Screenshot of code 2 
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The back-end server is ran in Python and uses the Flask library to create a flask server. Using the 
Flask library, the back-end server creates a variety of routes for the user to grab specific content 

or engage in different backend utilities such as the AI model prompts or even querying the 

dataset. As seen in the limited screenshot above, there are some routes defined to return quite a 

variety of data to the user. The first ‘/get_trending_data’ is intended for the user to make a 
request towards to receive the most up to date trending data that we are including on the trending 

page. We update this data regularly to keep the user up to date with Chess news. One of the route 

below in the screenshot, the ‘/get_opening_name_list’ route, serves the purpose of using the 
get_opening_name backend function and returning the list back to the user. The rest of the routes 

underneath in the screenshot all serve a similar purpose of using the backend functions to grab 

data and return said data back to the user. 
 

On the opposite end of the backend server are the user devices and the GrandMasterOpenings 

mobile application. The mobile application, written in Dart using the Flutter framework, serves 

the purpose of neatly receiving, formatting, and displaying the data and responses received from 
the server in a manner that is easy to use and understand for the user. 

 

 
 

Figure 4. Screenshot of the APP 

 

 
 

Figure 5. Screenshot of code 3 

 
The GrandMasterOpenings application front-end was built using the Flutter framework, however, 

the most important part of the application has to do with how the data is sent and received from 

the back-end server. As such, depicted above is the code necessary for making the http requests 
to the back-end server, the fetchData function. The fetchData receives the path parameter as a 

string and will make the request to the back-end at that path. This makes it easier to have one 
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function that can grab data, values, or just about anything and return the data back to the original 
place the function was called. In the respective places where the fetchData function is called, 

such as the trending page or the chat feature, the data is returned back to that place and whatever 

parsing needs to be done can be carried out. Once that data has been returned, the data can then 

be displayed on the screen using the Flutter framework widgets. 
 

4. EXPERIMENT 
 

4.1. Experiment 1 
 

As the GrandMaster Openings mobile application relies so heavily on a back-end server, during 

the app development process we became concerned about the stability and speed in which the 
back-end server can return data. As such, we decided to conduct our experiment on the speed of 

the back-end server. 

 
To test the reliability and effectiveness of the back-end server, we set up a simple experiment 

designed to test the response time of the back-end server. We set up a simple excel sheet table, on 

the left the number of attempts and on the right the time in seconds of which it took for the back-

end server to return a response. To properly conduct this experiment, we had one member using 
the mobile app and sending chat requests to the backend server and another member using a 

stopwatch to start and stop the timer when the response was sent and then received.  

 

 
 

Figure 6. Figure of experiment 1 

 

After conducting the experiment, we found that the average response time from the back-end 
server was around 6.454 seconds. The quickest response time was attempt #4 at 4.08 seconds and 

the longest response time was attempt #1 at 8.25 seconds. After collecting the complete set of 

data, the first surprise we came upon was how attempt #5 took a longer time to respond than 
attempt #4. We felt this way because originally we thought that the server was ‘warming up,’ or 

that is at least getting quicker because it was now awake and being used. However, after some 

thought and review, we found that the AI model generation that was returned in attempt #4 was 

half the length of that of attempt #5, incentivizing us to believe that the content being generated 
or returned affects the speed of the response time. Granted, this experiment was performed in an 

environment with a quality internet connection; ultimately a user’s response time from the server 

will vary upon their internet connection. 
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4.2. Experiment 2 
 

Another issue we are slightly concerned of is the potential for a prompt injection[12] to be 

performed against the custom AI model. As the input given to the AI model is directly created by 
the user, this naturally opens the AI up to it, and as such proper measures need to be taken. 

 

To test whether the AI Smart Route mobile app is susceptible to prompt injection, we have 
designed an experiment and a few prompts to submit. The goal of the experiment is to use a few 

strategies, such as asking the AI model to disregard previous instructions or to take on a new 

persona, and try to get the AI model to respond in a way or do something separate from what is 

intended. In our tests, we try to get the AI model to write a paragraph about a separate topic from 
chess, as that directly violates its rules we established when we created the AI prompt. 

 

 
 

Figure 7. Figure of experiment 2 
 

After conducting the experiment, we were quite surprised and happy with the results we collected 

as we found none of the major prompt injection strategies we tested yielded positive results. The 
most surprised we were definitely had to be when the switch personas strategy didn’t work, as 

that seemed to be the most compelling and had us believe in it’s effectiveness. We were also 

quite surprised that the giving of false information strategies weren’t effective, as not only did it 
point out that as a GrandMaster it couldn’t abide by the false information, it also corrected the 

false information we gave it about chess. Overall, we were satisfied with the results and believe 

that the reason none of them were effective was due to how specific the prompt instructions were 

that we created during the server development process. Overall, if we had to change anything, we 
would likely improve the rules declared in the prompt to perhaps cover a few more attack vectors.  
 

5. RELATED WORK 
 

Probably the most prominent and well known Chess resource, not only for openings but for 

anything chess in general, is chess.com [11]. Chess.com is a website that user’s can visit and 

learn, talk about, and play Chess. Chess.com offers a lot of tutorials for opening moves, however, 

it’s biggest noticeable issue is the fact that no win-rate data, or any data in general, is displayed 
for the opening moves. This is a big drawback for chess.com, however, the GrandMaster 

Openings mobile app offers an extensive amount of data from a set of proven datasets to support 

the win rate of opening moves used in competitive chess play.  
 

Another methodology that seeks to solve the problem in the shape of a mobile app is Chessable 

[12]. Chessable is a web service that also has a mobile that seeks to provide courses and 
knowledge for the user to learn how to play a better game of chess, this includes lessons on 
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opening moves. However, the biggest thing we noticed during our research was that Chessable 
proved to be quite expensive, having a monthly subscription fee of $11.99, as well as extra 

courses from GrandMasters that ranged from $20 to $200 . Finally, we did also take note 

Chessable does not provide any match data. GrandMaster Openings does a better job of providing 

real game data as well as tailored responses from the AI model for the user to help their game, 
not just general advice from a GrandMaster. 

 

Chesspathways.com is another methodology that seeks to act as a chess community website that 
allows individuals to meet and discuss chess, as well as put into contact users with the 

GrandMasters [13]. Overall the website looks great, it allows users to come learn from 

GrandMaster’s, directly seek their support, and communicate with the chess community. 
However, while the site does include some teaching resources and GrandMaster’s, an individual 

that is a part of the community must wait to contact the GrandMaster and either email them or set 

up a meeting. Meaning, the individual does not have direct and immediate communication with 

the GrandMaster they are seeking to learn from. GrandMaster Openings seeks to remedy this by 
having our AI model be able to communicate with the user at any point in time with specific and 

direct advice.  

 

6. CONCLUSIONS 
 

After reviewing the application in its entirety, the biggest issue we have found and are 

particularly set on trying to improve in the future is the response time from the back-end server. 

This continues to be an issue, as the back-end is quite an important piece of the application and 
the tasks it performs are quite resource intensive [14]. The obvious best fix for this issue is to 

invest energy into a better and more equipped back-end server, as right now the server we are 

using is a free render.com server. Possibly in the future we could switch over to a AWS EC2 
server, which does take a bit more configuration, however, the results and response times would 

definitely improve [15]. Additionally, the ‘play’ feature that enables the user to play chess is only 

a local feature. In the future, we think it would be fun and exciting to add a multiplayer online 
feature and enable the user’s to enter match-making and play chess online. 

 

Throughout the planning and development process for the GrandMaster Opening’s application, I 

have learned a lot about what it takes to create an extensive and quality mobile app. The 
experience was truly insightful and I have walked away learning a lot about developing. 
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