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Abstract. Case studies have shown that software disasters snowball from technical issues to catastrophes
through humans covering up problems rather than addressing them and empirical research has found the
psychological safety of software engineers to discuss and address problems to be foundational to improving
project success. However, the failure to do so can be attributed to psychological factors like loss aversion.
We conduct a large-scale study of the experiences of 600 software engineers in the UK and USA on project
success experiences. Empirical evaluation finds that approaches like ensuring clear requirements before the
start of development, when loss aversion is at its lowest, correlated to 97% higher project success. The
freedom of software engineers to discuss and address problems correlates with 87% higher success rates.
The findings support the development of software development methodologies with a greater focus on
human factors in preventing failure.
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1 Introduction

Case studies of catastrophic software projects [4] has found a common theme is that
minor technical problems will be covered-up rather than addressed until they snowball
into disaster. This phenomena can be psychologically explained through loss aversion,
where research has found that humans will feel the pain of a loss greater than the pleasure
of a gain [16, 5].

There has been limited research of the efficacy of software engineering methodolo-
gies [19] and whilst there has recently been limited research of using emotion-oriented
approaches to handling requirements changes in Agile teams [14], there has no work con-
sidering how to mitigate the impact of loss aversion in software engineering teams.

Previous research conducted using different methodologies concurs on the importance
of software engineers having the psychological safety to discuss and address problems [10,
3], but organisational transformation initiatives often struggle to succeed [18].

In this paper we will consider an alternative approach to mitigating the effects of
loss aversion in software engineering teams by presenting a loss aversion aware software
engineering methodology we refer to as Impact Engineering. We empirically evaluate this
approach using research consisting of 600 software engineers in the UK and USA.

2 Related Work

There has been little empirical evaluation of software engineering methodologies in scien-
tific literature. A 2021 tertiary analysis [19] investigating scientific evidence of the Agile
methodology found “the evidence for the Agile methodology is scarce at best.”
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Over recent years, some teams have attempted to conduct large-scale research of soft-
ware engineers to understand on a more empirical basis what techniques work and which
don’t. [10] and [17] provide examples of where large-scale surveys have been used to at-
tempt to measure the adoption of DevOps techniques against measurement frameworks
which prioritise speed.

[10] used “snowball sampling” whereby respondents are asked to share the study on in
the aim that a large enough sample will be developed to be representative, these results
were used to conduct annual “State of DevOps” reports. Another key limitation of [10] is
that the research measures outcomes against metrics which prioritise speed of delivering
software over other factors, despite representative opinion polling of British adults finding
speed of software delivery to be the least important factor [3], with factors like data
security, not having serious bugs and data accuracy being factors most likely to matter
“to a great extent” to the public.

However, over recent years more sophisticated techniques have developed in conducting
representative sampling of various populations for scientific research. For example, [6]
shows how research conducted by the polling firm IPSOS Mori was used measure adherence
to public health measures during the COVID-19 pandemic. Such polling techniques use
large-preassembled opinion polling panels with diverse participants who can be reached
very quickly rather than needing to assemble bespoke samples, this allows for the reach to
those who ordinarily would not self-select to answering responses by snowball methodology
panels.

In 2021 the author of this paper also adopted these techniques in software engineering
populations by commissioning the research firm Survation to study the impact of COVID-
19 on burnout amongst software engineers [2].

Notwithstanding the different methodologies, the authors of [10] and [3] concurred that
psychological safety (i.e. the ability to discuss and address problems) is fundamental to
software engineering research.

In the realm of psychological safety there has been a developing understanding of the
role that loss aversion plays in restraining individuals from addressing challenges. [16]
conducted a study amongst whistleblowers which found that the intention to whistleblow
is more heavily reduced by losses than increased by gains. This concept stems from findings
in prospect theory which have found that humans will experience the pain of a loss greater
than the pleasure of a gain (i.e. for some it can take the gain of $2 to make up for the loss
of losing $1).

Whilst [16] is a small-scale study of 39 university students, [5] commissioned the opinion
polling firm YouGov to conduct a large-scale UK study to quantify loss aversion identi-
fying “average aversion to a loss of £500 relative to a gain of the same amount is 2.41”.
The researchers also found loss aversion to be affected by demographic factors such as ed-
ucation, age, income and savings. [3] conducted such polling amongst software engineers
in the UK finding that 75% reported facing retaliation for reporting wrongdoing at work,
with fear of retaliation from management the leading reason for not reporting wrongdoing.

Our previous work in [4] looked at case studies of catastrophic technology failures such
as the UK Post Office scandal (described as the largest miscarriage of justice in British
history), the Toyota unintended acceleration bug (with 537 claims settled for crashes that
killed or seriously injured people since 2014) and THERAC-25 (faulty software causing
fatal radiation overdoses in hospitals). Our analysis of these case studies is that the reason
such disasters occur is that the problems start with a technical engineering issue (typically
a poor requirements engineering process before the software development starts), however
the cover-up of these issues leads to disaster. This work is broadly compatible with work



Computer Science & Information Technology (CS & IT) 3

in the field of resilience engineering which looks to view software systems as socio-technical
systems where the humans play an essential role in the safety of software systems [20].

Finally, whilst digital transformations have been known to fail often [18], there is
emerging research that emotional factors play a significant role increasing success rates.
Unpublished research conducted jointly by EY and the University of Oxford surveyed 935
senior business leaders and their direct reports, alongside 1,127 workforce members more
generally across 23 countries and 16 industry sectors finding that prioritising emotional
support during business transformations led 2.6z higher success rates [1]. [8] has found
that priming participants to feel emotions of gratitude enhances their ability to delay grat-
ification now for a bigger reward later. In a neutral or happy state, participants required
only $55 on average to forego a reward of $85 in three months, however when participants
were primed to feel gratitude the amount raised to $63.

In software specifically, [14] has identified the importance of focussing on emotions
when handling requirements changes in teams using Agile software development method-
ologies, however there appears to be no research considering the role of loss aversion in
requirements change.

A key gap which exists in literature is understanding whether software development
methodologies which focus on mitigating the effects of loss aversion are more likely to
produce better commercial outcomes.

3 Preliminary Research

Prior to conducting our main study, we first conducted an initial research exercise to
measure if the commercial outcomes our study looks to measure are agreeable to business
decision makers. Initial market research work we conducted with Haystack found business
decision makers were reporting they felt the goal of their software engineering teams were
to “to deliver high-quality software on time” (not necessarily as quickly as possible though).
However we sought to experimentally validate this before using it for our study design.

With J.L. Partners we polled 500 business decision makers in the UK and USA via
online panel from the 28" - 29*" November 2023. J.L. Partners is a member of the British
Polling Council and abides by its rules. Table 1 shows responses by participants to the
number of employees work for their firm.

All |United Kingdom|United States
0-9 5% (6% 5%
10-49 (6% (8% 3%
50-99 7% [11% 3%
100-49925%22% 28%
500-999(41%]40% 42%
1000+ [16%|13% 19%
Table 1. Responses to: “How many employees does your firm employ?”

Table 2 shows agreement amongst business decision makers to the statement: “The
goal of a software engineering team is to deliver high-quality software on time”. We find
that 98% of respondents agreed and 0% expressed disagreement.

4 Methodology

We proceeded with J.L. Partners to poll 600 software engineers (350 in the USA and 250
in the UK) on their experiences with successful and unsuccessful projects.
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All |UK |USA
Strongly agree 64%|65%|62%
Somewhat agree 34%(33%34%
Neither agree nor disagree|2% [1% [3%
Somewhat disagree 0% 0% (0%
Strongly disagree 0% (0% (0%
Dont know 0% [0% [0%

Table 2. Responses to: “To what extent do you agree with the following statement- The goal of a software
engineering team is to deliver high-quality software on time”

Fieldwork was conducted from 3" - 7% May 2024 by online panel. Respondents were
first asked: “Thinking about the last software project you encountered was it successfully
delivered on-time and on-budget, to a high standard of quality?” Respondents were able
to select the following two options:

— Yes, the project was delivered successfully
— No, the project encountered some challenges

481 engineers reported on successful projects, and 119 on failed projects. This sampling
strategy allowed a comparative analysis of success rates across engineering practices. These
results are shown in Table 3.

All |UK |USA
Successful project |80%|77%]|82%
Challenged delivery|20%|23%|18%
Table 3. Responses to “Thinking about the last software project you encountered was it successfully
delivered on-time and on-budget, to a high standard of quality?”

From here, respondents were then asked to make a binary choice to the following
questions about the methodologies used:

— Were the project requirements clear before the software development process had be-

gun?

Did the project have a complete specification or requirements document before the

development started?

— Did you have to make significant changes to the requirements late in the development

process?

Were the project requirements accurately based on the real-world problem?

— Did you have to work on more than one project at the same time?

— Did you feel you were able to discuss and address problems quickly when they emerged
during the project?

Whilst we analysed the results using individual engineering practices, we also grouped
techniques together to be analysed. For our “Impact Engineering” (IE) methodology, we
looked at cases where the following practices were used: clear requirements before develop-
ment starts, freedom to discuss and address problems, requirements accurate to real-world
problem, a complete specification before development starts and no late requirements
changes.

We also consider a methodology called “Agile Requirements Engineering” (ARE) where
respondents reported development starting before clear requirements, no complete speci-
fication and significant changes late in development.
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It is worth noting however there is some disagreement as to whether these are truly
‘Agile’ practices. One co-author of the Agile Manifesto has proclaimed that the goal of
Agile was to create a process “which doesn’t depend on the requirements being stable”
[11] whilst another signatory to the Agile Manifesto has proclaimed [12]: “Why are people
so convinced that waterfall up-front (functional) requirements are essential? They’re a
disease. They’re at the core of waterfall thinking. There is no place for them when you work
with agility.” However, another co-author of the Agile Manifesto has disagreed with these
claims [22]. A further critique of deprecation of requirements in the Agile methodology
can be found in [15] and [4] has found that in the Post Office scandal witnesses at the
public inquiry were of the view that there was no specification due to the project being
conducted using an Agile methodology, namely Rapid Application Development (albeit
some would claim this implementation is therefore faulty).

We finally also consider a third group solely of whether respondents reported working
on one project at a time versus multiple (i.e. Lean development, given a key tenant of the
lean methodology is reducing work-in-progress).

5 Personal Safety Risks

Ironically, working on this research we were exposed to loss aversion in those who advocate
methodologies which seem to dependent on low levels of loss aversion to succeed.

Since commencing this research, those involved in this research have faced harassment
and hacking attempts. In three instances this warranted legal investigation and all but one
of those perpetrating the conduct were found to be authors of books advocating Agile,
DevOps and Digital Transformation methodologies with the other individual being an
Agile practitioner. Of the six individuals identified three were in the United States, one in
Canada and two in England. All were male. Most had connections to the leading publisher
of DevOps books.

As our organisation engages in security sensitive work day-to-day, we already had
suitable operational security practices in place and these threats no longer appear to be
active. Nevertheless, we feel it’s useful to add this note such that academic researchers can
take steps to protect themselves from such conduct both psychologically and physically.

This situation is of course incredibly ironic: as a methodology, Agile, DevOps and
Digital Transformation methodologies require low levels of psychological loss aversion to
succeed in reality. However, in conducting this research we found those who advocate such
methodologies the loudest appeared to fall victim to the phenomenon themselves.

This underscores a point made in [9] on the effect of cognitive dissonance psychologi-
cally: “Tell him you disagree and he turns away. Show him facts or figures and he questions
your sources. Appeal to logic and he fails to see your point.”

Whilst this paper does not explore the underlying psychology of this phenomena, it
may be worth future research considering whether amongst populations of who advocate
such methodologies there is a heightened prevalence of malignant narcissism given the
manipulativeness, callousness and hostility to criticism seen and how the stories of trans-
formation may appeal to self-glorifying delusions of grandeur [7,21].

6 Results

The key results from our study is that across our population software engineers reported
that projects which had clear requirements before they began were 97% more likely to
succeed, the single biggest factor to improving success. This was followed by the ability to
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discuss and address problems having an 87% improvement in success. The other results

can be seen in Table 4.

Practice Increase in Success (%)
Clear requirements at start 97%

Psychological safety 87%

Real-world aligned requirements 54%

Complete spec at start 50%

No late-stage changes 7%

Single project focus -3%

Table 4. Increase in success by engineering practice

Interestingly, we found no statistically significant difference between project success
in those claiming to work on one project at a time versus multiple (p = 0.56). We do
find however that projects adopting the five practices we refer to as “Impact Engineering”
had a 54% lower failure rate than the baseline. Table 5 shows the failure rate for each
methodology studied (Agile Requirements Engineering, Lean and Impact Engineering)
alongside the increase in failure rate.

Methodology Fail Rate (%) Increase (%) T-Stat P-Value
ARE 65% 268% 4.94 3.83E-5
Lean 21% 11% 0.59 0.56

1E 10% -64% -4.15 4.11E-5

Table 5. Failure rates by methodology

Finally, Table 6 shows the prevalence in engineering practices between the UK and
USA. We find that the biggest difference in engineering practice between the countries is
that software engineers in the UK were 13% less likely to feel they were able to discuss
and address problems than those in the US.

Practice UK (%) USA (%)
Psychological safety 79% 90%
Single project focus 61% 71%
Late requirement changes 65% 59%
Complete spec at start 88% 83%
Clear requirements at start 92% 88%
Real-world aligned requirements [83% 86%

Table 6. Prevalence of practices in the UK and USA

7 Limitations & Future Work

Our research here has collected empirical data of reported project success rates based
on a hypothesis we have observed on the reasons for catastrophic software failure. In
future, it may be helpful to conduct a randomised control trial of project success rates as
different practices are applied. This will help ensure any differentiation between correlation
and causation is better controlled for. Furthermore, future studies may look to measure
success rates from the perspective of stakeholders or using other metrics.
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Inevitably, such studies may not be able to garner the same population size as we have
been able to do here using opinion polling techniques, which have seen vast progress in
recent years, but such smaller scale studies may nevertheless provide useful evidence to
help control other factors than those already addressed for this study.

Our unique contribution in this work is a psychologically-aware insight into software
project failure. Other research in the future may well endeavour to investigate which other
psychological factors play a role in software project failure. By looking beyond technical
factors, there is a vast sea of opportunity to study and investigate.

8 Analysis & Conclusion

In this study we have looked to understand the role that various factors, including a lack
of upfront requirements, plays in software project failure.

Case studies have shown that software disasters can snowball into catastrophes when
problems are not addressed and are instead covered-up [4]. Psychological factors, a key be-
ing loss aversion, can incentivise organisations to go down this path despite the disastrous
consequences [16].

Yet, software methodologies have historically disregarded this psychological factor,
instead assuming that humans will want to address problems at the earliest opportunity.
Previous research of varying methodologies have found the psychological safety to raise
and discuss issues to be key to improved software delivery [10, 3]. However, it is no doubt
optimistic to believe such significant cultural and psychological change can be achieved in
all organisations. As we find, even between the UK and USA, psychological safety remains
the biggest difference in engineering practice between the two countries.

In this paper, we focus on a different way forward. Instead of attempting to achieve a
cultural change that is at best challenging, we instead focus on a more pragmatic approach:
limit the triggers of loss aversion from the outset through robust requirements and then
aim for psychological safety where it is needed. In our research, the sole factor we found
that would increase the success rate of a project more so than psychological safety was
having clear requirements from the outset.

Against our hypothesis, the results that merely having clear requirements, even when
they change late in development or are not aligned with the real-world, seems to have a
significant role in software project success. This suggests that having a gate before the
start of a project to discuss and address problems, when loss aversion is at its lowest,
allows for the greatest improvement in success rates.

The song Dr. Frankenstein by RedHook [13] contains the refrain: “So am I Dr. Franken-
stein? Or were you a monster the whole time?” For catastrophic software projects, this pa-
per contends that software projects become disasters when humans fail to address smaller
scale technical problems. Existing software engineering methodologies fail to address that
humans are not machines and psychological factors impede the ability to address prob-
lems. Having identified this anachronism in existing methodologies, this paper presents
how we can act upon it by using requirements before the start of a project to provide the
opportunity to address problems when loss aversion is at its lowest.
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