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**ABSTRACT**

The paper focuses on introducing a decentralized e-voting scheme that uses blockchain to achieve security and anonymity. A blockchain network based on Ethereum was applied, to provide a decentralized and distributed database based on the Peer-to-Peer architecture. During the implementation, smart contracts were used. Thanks to this, it is possible to code the terms of the contract required to perform the transaction. The proof-of-concept implementation uses the blind signature protocol and encryption with the RSA algorithm. Presented in this paper scheme for blockchain decentralized voting is fully implemented and potential issues are analyzed and discussed.
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1. **INTRODUCTION**

One of the first countries that introduced electronic voting was Estonia [3]. The system enabled remote voting, so users required verification. Citizens have owned modern ID cards. They had a chip containing electronic data and private keys. This information was protected with PIN codes. It allows confirming the identity of voters online. Remote voting had an advantage over the traditional approach because it was possible to change the ballot. However, analysis of the voting system has identified many potential security gaps [5]. One server has stored the data of users with their encrypted ballot. Another server was responsible for counting ballots. It was able only to decrypt the ballots without revealing the personal data of the voters. Notwithstanding, the cooperation of these two systems could potentially reveal voters. In this case, maintaining anonymity depends on the Trusted Third Party (TTP) and can be a vulnerable point of the entire system. Currently, many voting systems have been developed that use blockchain technologies [14].

The paper aims to develop and create a voting scheme, and its extended version of a paper presented in the 2nd International Conference on Blockchain and the Internet of Things [21]. The purpose of the scheme and proof-of-concept application is to create and conduct voting. Participation in voting will require user verification, but the user himself will remain anonymous in the system and it will not be possible to check what a given user voted for. The results of the research can be used to verify the methods of maintaining user anonymity using the blockchain network.

With the development of blockchain technology, more decentralized systems and applications began to emerge. Bitcoin, as the first project to gain global popularity, introduced a Peer-to-Peer payment system where every user is equally important and has the same rights [8]. The lack of a
transfer authorization unit increases the credibility of the system for users [9]. Nowadays, the commonly used electronic storage and payment systems are those provided by banks. There is a central unit here that is self-interested and has unlimited power in the system. As a result, it can impose additional restrictions or new account rules on users who, due to the lack of alternatives, have to agree to them. An additional problem is the lack of trust in institutions. The central units can lead to fraud [1].

User anonymity and the lack of a central unit to manage the system have gained popularity over time[13]. More blockchain-based systems have emerged that offer a variety of possibilities[15][18]. Bitcoin is no longer attractive for transactions due to high transaction fees and the speed of transactions. In addition, methods for analyzing the network in search of the owner of the transaction were found, which enabled user identification[2]. The use of blockchain systems for payments is not the only possible use[20]. Many decentralized applications have been created that use the advantages of blockchain networks and get rid of the disadvantages of centralized systems[19]. The development of such applications made it possible to introduce smart contracts, which were used for the first time in the Ethereum network[16]. Decentralized applications are used where the central unit can be a weak point of the system. For example, electronic voting may be controlled and falsified by its organizer [7]. The topic of electronic voting itself is a very complex issue that is not easy to implement on a larger scale [10-12].

The structure of the paper is as follows. The introduction contains a brief history of blockchain networks, cryptocurrencies, and electronic voting. Research papers that deal with the same issue are discussed in the related works section. Some of the solutions proposed there were applied in this research. Then there is a section on blockchain technology, which introduces the topic of blockchain and its architecture, the Ethereum project, and the blind signature protocol. The next section presents the technologies that were used in the application development process. Chapter Voting procedure presents chronologically the entire procedure of creating voting by its organizer, sending ballots, their verification, and finally the presentation of the results. Then there is a chapter on the application itself. It presents the result of the paper. The last chapter is a summary of the paper along with an indication of the direction of further work.

2. BLOCKCHAIN

A blockchain is a data structure organized into blocks that are linked together to form a chain of blocks. Each subsequent block stores the hash from its predecessor’s information. For this reason, such architecture guarantees the invariability of historical data. The database is distributed and decentralized. The new blocks connect in a chain to the last block. If two blocks are formed at the same time, they form a fork. Each blockchain has a special block history evaluation algorithm and selects the chain with the higher score. Blocks that have not been attached to the main chain are called orphan blocks. Peers only store the database with the highest score. When receiving a version with a higher score, the peer extends or overwrites the base history and retransmits the upgrade to its peers. Blockchain transaction support is provided to every user who undertakes block mining. Transactions are added to new blocks. The method of extracting new blocks depends on the network. In the case of bitcoin, it is about solving the hash function. As soon as the correct sequence of numbers is found, the result is presented to all nodes in the network, which then verify it. The miner is rewarded with a cryptocurrency and a new block is added to the chain. The use of Peer-to-Peer networks eliminates several threats related to central data storage. Very often the unit managing a given infrastructure is a vulnerable point of the entire system. Due to the lack of an extended privilege user, the system does not have a centralized vulnerability that could be exploited by hackers. Ethereum is a blockchain that was first unveiled in its white paper by VitalikButerin at the end of 2013. In 2014, work on this project began, so
that on July 30, 2015, the network officially started operating. The main use of the network is in the design of decentralized applications. The cryptocurrency that arises in this network is called Ether (ETH) and can be used to pay for transaction costs, payments, or investments. Gas is the unit used to calculate the transaction fee that is paid by ETH to the miner to place the transaction in the block. When creating a transaction, the user defines the gas limit and the gas price that he is willing to pay. The gas limit is the maximum amount that can be used during a transaction, and the gas price is the ETH amount at which the user wants to pay the miner. These two parameters make the transaction attractive to the miner and affect the speed of the transaction. nEthereum enables the development of decentralized applications thanks to smart contracts. The smart contract is a program that aims to document, control and automatically execute the events included in the contract between the parties. Contracts in Ethereum can be written in Solidity (the most popular official language), Serpent, Yul, LLL, Mutan, or Vyper. They are then compiled into EVM byte code and deployed to Ethereum blocks. Smart contracts can be public, which makes it possible to verify the operation and fairness of the programs. However, all security holes are accessible to every user and cannot be fixed quickly. Blind signatures were proposed by David Chaum. It is a form of digital signature where the person signing the document cannot see what is in it. A given signature can be later verified with its content, but the person who will handle it will not have information about the creator of the message. This ensures that messages are sent anonymously. The simplest implementation of this algorithm is based on the RSA signature.

3. RELATED WORK

To increase the anonymity of users, many works introduced a blockchain network to the voting protocol [14]. The decentralization of the system solves the problem of entrusting all responsibility to one entity. It also enables transparency of the elections but imposed the necessity to implement the protocol responsible for anonymity. The authors of the paper[4], propose to use the blind signature protocol. A similar solution is in the paper of Yi Liu and Qi Wang[6]. The blockchain network is used to maintain transparency and the ability to verify the voting procedure by users, and the blind signature protocol enables hiding the identity of voters. The authors divide the participants of the voting process into three groups: voters, organizers, and inspectors. Organizers verify voters and are responsible for collecting ballots. Inspectors are limiting the control of the organizers by additional interaction with the voters in the voting process. The system is resistant to ballot manipulation and forgery. As long as there is one honest organizer or inspector, an attack will not succeed. In the paper[17] by Qixuan Zhang, Bowen Xu, Haotian Jing, and Zeyu Zheng, the authors presented a solution that is a simplified version of the previous paper. The system has only two types of users: voters and voting organizers. Each vote has only one organizer. The Ques-Chain smart contract acts as an inspector. It has a public key, a judge function to verify ballots, and a ballot box to store valid votes. Our research also uses a blind signatures protocol and is an improvement due to Ques-Chai work. In addition, the system was based on the Ethereum network due to the use of smart contracts.

4. E-VOTING SCHEME

The voting scheme starts with voter list preparation. The organizer prepares a list of public keys of cryptocurrency wallets of users who will be entitled to participate in the vote. This is an activity that is not performed in the scheme and the method of user verification depends on the organizer and the type of voting. The user list will be needed when verifying user blinded ballot, therefore this process can be done until then.
The second step is generating keys by the organizer using the RSA algorithm. Before the organizer starts voting, the public and private keys must be generated. The keys will be used for digital signatures of the ballot and their subsequent verification.

The third step is vote creation. The organizer can create a vote by creating a list of voting options. Candidates are signed up on a smart contract, which makes them visible to all users of both applications.

The fourth step is sending a ballot for verification. The user selects an option to vote and votes. The ballot is then encrypted with the public key. The user receives a scrambled ballot and a blinding factor that will be needed later to decrypt the signed ballot. The next step is to send your ballot to the organizer.

```
const keyE = await Organization.methods.keyE().call();
const keyN = await Organization.methods.keyN().call();

const { blinded, r: keyR } = BlindSignature.blind({
  message: this.state.selectedOption,
  N: keyN,
  E: keyE,
});

const userAddress = drizzleState.accounts[0];

await Organization.methods
  .sendBlindedBallot(userAddress, blinded.toString(), date)
  .send({
    from: userAddress,
  });
```

Listing 1. Ballot signing and sending it to the Organization contract

The fifth step is ballot verification. The organizer must verify if the user is allowed to vote, having access to a list of all sent encrypted ballots. For this purpose, it compares the address from which the ballot was sent with the addresses on the list of users that were created earlier. After positive verification, the ballot is signed by the organizer and sent back to the user.

The sixth step is Sending a ballot. The user, using part of the public key and the blinding factor, can decrypt his ballot already signed by the organizer. The user then changes their wallet address. Thanks to that, the user remains anonymous after sending the ballot.
The seventh step is results verification. The organizer has the opportunity to count the ballots and share the results. All verified valid ballots will be recorded on the Ques-Chain contract.

```javascript
const verifiedBallots = ballots
  .filter((ballot) =>
    BlindSignature.verify({
      unblinded: ballot.unblindedSignature,
      key,
      message: ballot.content,
    })
  )
  .map((ballot) => {
    id: ballot.id,
    userAddress: ballot.userAddress,
    unblindedSignature: ballot.unblindedSignature,
    content: ballot.content,
  }});
```

Listing3. Verifying and filtering ballots

In the final step, the user has access to all verified and approved ballots on the Ques-Chain contract. It can display the number of ballots cast for each voting option. In addition, he can search for his ballot from the list of ballots taken into account in the election results. To do this, it searches for a ballot in terms of the address from which it was sent.

## 5. PROOF OF CONCEPT E-VOTING IMPLEMENTATION

The project consists of two separate applications dedicated to two groups of users. The first is a Voter which is a person taking part in voting. The second is the voting organizer which is a person responsible for creating and conducting a vote. The application for voters will be available at the selected internet address. Any user can use the application and vote. Only verified users' ballots will be counted towards the voting results. The application for the voting organizer may be run locally and may not be available from any internet address. Two smart contracts were created for
voting. First is organization contract - used to create voting and verify user ballots, second is Ques-Chain contract - collects verified users ballots and allows you to check the voting result. The voting organizer can create a new vote by adding voting options to the organization contract. Then the voter sends his ballot for verification. Also, the verification and return of the signed ballot take place under the same contract. Only sending the verified ballot is done through the Ques-Chain contract. The organizer has access to them and can count the ballots and share the voting result.

![Traffic sample](image)

The Organization contract was written in the 0.5.16 version of Solidity. The contract has three implemented data structures: The first one is a ballot - a voter's ballot that is created when an option is selected, and the ballot is sent for verification. It has a unique identifier, address of the person sending the ballot, content, i.e., the selected option, date of creation, and information on whether the ballot has already been verified. The second one is a SignedBallot - Verified ballot of the voter, signed by the organizer. It has the same data as a regular voter's ballot, but without verification information, and the content is already encrypted information. The third is VoteOption - A voting option is added by the voting organizer. It has a unique identifier and name to be displayed to the users of the application. Voting options are stored in the mapping structure. The function of adding options to a contract takes one parameter - the name of the option. The contract stores the organizer's public key data that is needed during the ballot-blinding process. There is one function that sets both used variables. Blinded ballots are held in the mapping structure. The function to send a ballot to a contract has three arguments: the address of the user who sends the ballot, the blind ballot, and the sending date. Ballots verified and signed by the organizer are kept in the mapping structure. The ballot signing function has four arguments: selected ballot identifier, user address, blind ballot, and date of signature.
The contract has one voting structure. It contains a unique identifier, user address, unblinded ballot, and the selected option. User ballots are stored in the mapping structure. The user sends a ballot by specifying three parameters: user's address, unblinded signature, and the selected option in voting. The voting results are serialized to a string variable. The share result function takes only one argument. The "Private" key page is used to generate the RSA key. The key can be generated using the PEM string. Above the field for entering the private key, the date of generating the current key is displayed. The data is generated and formatted using the moment library. The date and private key are saved in local memory. An RSA key is then generated using the key entered. The two components of the RSA key (e and n) will be used to encrypt the ballots. Therefore, they are included in the Organization contract.

Listing 4. Generating RSA key by organizer

```javascript
const generationDate = moment()
  .format("DD/MM/YYYY HH:mm:ss");

localStorage.setItem("privateKey", this.state.privateKey);
localStorage.setItem("keyDate", generationDate);

const key = new NodeRSA(this.state.privateKey);

const { drizzle, drizzleState } = this.props;
const contract = drizzle.contracts.Organization;

const e = key.keyPair.e.toString();
const n = key.keyPair.n.toString();

await contract.methods.setKeyData(e, n).send({
  from: drizzleState.accounts[0],
});

this.setState({ saved: true });
```
Adding a new voting option requires an Ethereum transaction. For this purpose, a wallet in the MetaMask application was used. There is a transaction fee to complete the transaction. When you press the "Add" button, the current voting options from the contract are downloaded and then checked if the option name is unique. If the option name is not unique, an error message will be displayed. Otherwise, the name is sent to the contract and a new voting option is added to the list.

If the list does not contain any options from the beginning, a message informing about it is displayed. The "Reload" button is used to refresh the list after adding a new voting option. The data is taken from the organization contract. The "Verification" page is used to confirm the identity of voters and sign their encrypted ballots. The "Reload" button is used to download the entire list of ballots requiring confirmation. Each record has information about the wallet address from which the transaction of sending the ballot was made and the transaction date. After verifying the address, the organizer can choose a ballot and sign it. The ballot is then added to the list of verified ballots on the Organization's contract. When the "Count votes" button is pressed, all ballots from the Ques-Chain contract are downloaded. Then they are verified, i.e. the decrypted ballot is compared with the selected voting option. All verified ballots are added up and listed on the scoreboard. The organizer can publish the results after clicking the "Send results" button.

As for the voter implementation. The user can view the current voting list that is available on the Organization contract. After selecting an option from the list and pressing the "Vote" button, the ballot is encrypted and sent for verification. The "Signature" page displays information about the user's ballot verification process. When the ballot is verified by the organizer, the information will be displayed along with the exact approval date. Additionally, the verified ballot is checked if it has not been counterfeited and still holds information about the same ballot.

If the organizer has made the results available, the user can view them. The result table contains information about the name of a voting option and the total number of ballots cast for that option. In addition, the user can check if his ballot is on the list of ballots that make up the score. If the
ballot has been counted, its data is displayed. Thanks to this, the user can see if his ballot is cast for the option chosen by him.

6. CONCLUSIONS AND FUTURE WORK

The research required an analysis of existing solutions in the field of anonymity and blockchain technology. The research also concerned theoretical work that had not yet been implemented. The result of the analysis was the creation of an architecture that was based on the solution proposed in the paper [17]. During the creation of the paper, a blockchain-based voting scheme was presented and a proof of concept application was developed. It uses a blind signature protocol to encrypt messages and keep voter anonymity.

Currently, a transaction fee is payable when making a transaction. If this is not a problem for the voting organizer, the user should not be charged an additional fee for using this service. In addition, the user would have to have Ether on two wallets, which makes the voting process very difficult. The solution to this problem would be to transfer the obligation to pay the transaction cost to the voting organizer.

The application requires the user to send the verified ballot from one wallet and then send the verified ballot from the other wallet. The goal is to have a different address so that the user remains anonymous. The application does not automate this process and it is the user's responsibility to change the address. The application could use Meta Mask to simplify this process. The implemented ballot encryption protocol uses RSA encryption. Only the public key and the selected voting option are needed for the blinding process. The ballot encrypted in this way can be easily decrypted. Just compare it with the encryption results of all voting options. It would be necessary to introduce an additional method of securing an encrypted message.

The application allows only one election. Additionally, it does not provide the ability to edit voting options before publishing them. Currently, the organizer ends the voting when the ballots are counted, and the results are made available. The application should allow the creation of many different votes by different organizations for commercial use. Furthermore, a system should be implemented that prevents voting after a given time. The results would be made available automatically without the intervention of the organizer.

The application fully implements the proposed architecture and enables voting. However, to be able to implement this system, many improvements for users should be introduced. These improvements, possible fixes, and changes are listed below. The application requires some changes to be commercially applicable. Many of them facilitate the use of the application for users or adapt the use of Ethereum transactions to reduce the requirements for the user.
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