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ABSTRACT 
 
Promoting quality within the context of agile software development, it is extremely important as well as 

useful to improve not only the knowledge and decision-making of project managers, product owners, and 

quality assurance leaders but also to support the communication between teams. In this context, quality 

needs to be visible in a synthetic and intuitive way in order to facilitate the decision of accepting or 

rejecting each iteration within the software life cycle. This article introduces a novel solution called 

Product Quality Evaluation Method (PQEM) which can be used to evaluate a set of quality characteristics 

for each iteration within a software product life cycle. PQEM is based on the Goal-Question-Metric 

approach, the standard ISO/IEC 25010, and the extension made of testing coverage in order to obtain the 

quality coverage of each quality characteristic. The outcome of PQEM is a unique multidimensional value, 

that represents the quality level reached by each iteration of a product, as an aggregated measure. Even 

though a value it is not the regular idea of measuring quality, we believe that it can be useful to use this 
value to easily understand the quality level of each iteration. An illustrative example of the PQEM method 

was carried out with two iterations from a web and mobile application, within the healthcare environment. 

A single measure makes it possible to observe the evolution of the level of quality reached in the evolution 

of the product through the iterations. 
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1. INTRODUCTION 
 
Quality is key when evaluating the properties of a software product, and software metrics became 

an essential part to understanding whether the quality of the software corresponds to what the 

stakeholders needs [1]. The standard ISO/IEC 25010 characterized those needs with a set of 
quality characteristics: Functional Suitability, Performance Efficiency, Compatibility, Usability, 

Reliability, Security, Maintainability, and Portability, as well as the subset of sub-characteristics 

per each characteristic [2]. Considering the diverse stakeholders participating in software projects 
such as developers, managers, and end users, quality needs to be evaluated at different levels of 

detail.  

 

Based on the above, several quality measures have been proposed to achieve the evaluation and 
measurement, but the practical application of these metrics is challenged, on the one hand, by the 

need to combine different metrics as recommended by distinct quality-model methods such as 

Goal-Question-Metric [3] and Factor-Criteria-Metric [4]; and on the other hand, by the need to 
reach insights in the quality of the entire software product, based on the metric values obtained 

for software elements such as methods and classes.  

http://www.airccse.org/journal/ijsea/vol12.html
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Consequently, a meaningful quality assessment needs to blend the results of various methods to 
answer specific questions, combining for example cyclomatic complexity with test coverage [1]. 

As such, project managers and practitioners have different complications when they need to 

understand the product quality level, in a way that is easy, synthetic and intuitive to identify and 

extract the status related to each iteration within the software product. For example, when the 
project manager must make the decision to accept or reject the issues done within an iteration, 

evaluate the work of the developers, decide on a payment or negotiate a budget extension.  

 
Based on these challenges, our first work was to define a method architecture evaluation method 

in order to analyse and measure the quality characteristics of a product architecture and its 

implementation [5]. Based on a deep analysis and feedback from colleagues, we developed a 
newer version of this method and we called it: Product Quality Evaluation Method (PQEM), 

which is a five-step method per iteration, whose main goal is to analyse, study, measure and 

assess the quality level of the different software iterations. PQEM produces a single value 

between 0 and 1 as the final outcome that represents the product quality level, which is basically 
the degree to which the software product covers/fulfils its quality attribute requirements [6]. 

  

The first step within PQEM is what we called the product setup, where the stakeholder defines 
the amount of expected iterations that constitutes the development process of the product, as well 

as the acceptance criteria for the expected quality level per iteration.  

 
As mentioned earlier, PQEM is based on the Goal-Question-Metric approach [3] which is a main 

part of the method baseline, and through this approach is possible to define a set of goals (related 

to the quality characteristics), questions (our quality attribute requirements or QARs [6], and a set 

of quality measures or metrics, which allow to measure their fulfilment, are elicited for later 
aggregation. It is worth mentioning that the ISO/IEC 25010 [2] provided the set of quality 

characteristics and sub-characteristics as the main foundation to select what to measure according 

to the product domain and objectives.   
 

The elicitation process is followed by: a) the measurement itself, b) the collection and 

synthesizing of the results that include the implementation of the extension of the testing 

coverage [7] as a quality coverage, and c) the final assessment of the product quality level 
obtained. Likewise, this process is repeated for each iteration within the product life-cycle; and 

this method can be applied to every development method that defines iterations, like agile 

methods; within academia and industry.  
 

The present article is based on a previous work from the authors [32], whose main goal was to 

present PQEM as well as the results of its application to the second iteration of an application. 
This extension will introduce and summarize the results of the application of PQEM to two 

iterations of a web and mobile app embedded in the healthcare domain.  

 

This article is structured as follows: in Section II the related work will be addressed, while 
Section III will provide the description of the research method used. Section IV will describe and 

characterize each of the steps within the Product Quality Evaluation Method (PQEM). Section V 

will contain an illustrative application of the method with the results of two iterations from a web 
and mobile apps, while Section VI will address the discussion and threats to validity. Finally, 

Section VII will describe the conclusions and future work. 

 

2. RELATED WORK 
 
Both the definition of the architecture of a product and the specification of quality characteristics 

and QARs are decisions that should not be taken lightly because they have a high impact on the 
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state of the final product. Even though scenario-based architectural assessment techniques [8] are 
a well-established approach for performing structured evaluations of architectural designs, these 

techniques are not widely used in industry. A complete analysis was made in [5] with respect to 

the first iteration of the application presented here, and its comparison with other architecture-

based methods. 
 

E. Woods [9] created an architectural review method called Tiny Architectural Review Approach 

(TARA), which focuses on how well a particular architecture supports a set of key requirements, 
opposite of what most scenario-based methods like ATAM [8] do. TARA allows for the situation 

where the system has already been implemented, but PQEM can be applied while the software is 

in development. PQEM includes five steps per iteration, while TARA is defined with seven steps. 
Considering the seven steps in a TARA session, one of the main differences with PQEM is that it 

does not include metrics to analyse the quality characteristics, but in Step 3 they analyse system's 

production metrics.  

 
TARA approaches only test coverage after running all automated test available, while PQEM 

extends this concept to analyse the coverage of all quality characteristics per iteration of a 

product, defining several equations to compute these values. Unlike TARA, PQEM reach to 
findings and conclusions per each iteration through the TOC quality level, which is a number 

between 0 and 1; and this number is able to show how close the implementation was to the 

defined acceptance criteria.  
 

Later on, some authors agreed that managing the cost-effective evolution of industrial software 

systems represents a challenge based on their complexity and long lifetimes. As such, Koziolek et 

al. [10] applied several state-of-the-art approaches, to combine them into a holistic lightweight 
method called MORPHOSIS, which facilitates sustainable software architectures. Consequently, 

their main focus is sustainability, while our main target is to achieve a proper level of quality that 

will have impact not only in the sustainability but in the set of quality characteristics included. 
This method includes three phases: evolution scenario analysis, architecture enforcement and 

architecture-level metrics tracking.  

 

In the first phase, the authors conducted an evolution scenario analysis according to an extended 
version of the ALMA method [11], from which they were able to perform a combined top-down, 

bottom-up scenario elicitation. This is a difference with our work, because apart from not being 

scenario-based, the elicitation process is not based on ALMA instead the Goal-Question-Metric 
approach is implemented. The second phase allows to treat the dependencies between module 

layers, and finally, within the third phase they have found several architecture-level code metrics 

that measured different aspect of sustainability. The set of metrics measure the quality of 
modularization of a non-object-oriented software system, and the authors employ the notion of 

API as the basis for the metrics [12].  

 

They have used Goal Structuring Notation to break down maintainability according to ISO/IEC 
25010. As such, they have not focused on the entire set of quality characteristics defined by the 

ISO/IEC, like PQEM does in the elicitation process. Several authors mentioned that it is 

important to comprehend the consequences of the decisions on the various software engineering 
artefacts, like code, test cases, deployments, among others; when analysing the impact of a 

change request.  

 
As a summary, within PQEM the elicitation is based on the GQM method, to specify the needs of 

stakeholders in the form of goals, questions, metrics and acceptance criteria for each question. 

None of the studies proposed any form of synthesis of the analysis, as such, we introduce the 

definition and calculation of coverage values for each selected quality characteristics, and for the 
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entire product, which leads to the achievement of a multidimensional number as a summary value 
of the achieved quality level as final output. Finally, the focus of this method is oriented to the 

measurement of quality characteristics. 

 

3. RESEARCH METHOD 
 
Our research method is embedded within the design-science paradigm, which advocates the 

problem-solving perspective seeking to create innovations that define ideas, practices, 

capabilities, and products through analysis, design, implementation, and management; in order to 
achieve efficiency and effectiveness [13].  

 

These authors defined a set of guidelines to assist the community to understand the requirements 

and necessities for effective design-science research. Considering that the paradigm comprises 
problem conceptualization, solution design, and validation, Runeson et al. [14] stated that it fits 

as a frame for empirical software engineering research with the goal of providing theoretical 

knowledge for practical solutions related to real-world software engineering challenges.  
 

3.1. Problem Relevance 
 
Quality plays a major role for end-users, because it is a confirmation of all requirements were 

designed and developed according to their needs [15,16]. A meaningful quality assessment needs 

to combine the results of various methods to answer specific questions, joining for example 
cyclomatic complexity with test coverage [1]; and also, the assessment needs to be able to define 

a model, broken down into different quality characteristics and sub-characteristics.  

 
Project managers and practitioners have different difficulties when they need to understand the 

product quality level from every iteration and from the full product, and this understanding can 

occur when the project manager must make the decision to accept or reject the issues or tasks 

done as a part of an iteration or even the entire release [17], evaluate the work of the developers, 
decide on a payment or negotiate a budget extension. PQEM allows to monitor the evolution of 

the quality level within the product life cycle. 

 

3.2. Design as an Artifact 

 
Based on the previous challenges, the present paper introduces Product Quality Evaluation 

Method (PQEM) which is a five-step method per iteration, which concedes the managers and 

practitioners study, measure and understand the quality level of a software product. The final 
output is a numerical unique single value between 0 and 1, which represents the product quality 

level. This quality value can be thought as an aggregated measured because is obtained through 

the quality coverage of each quality characteristic measured, as well as a multidimensional value 

due to the fact that the quality level synthesize the quality level achieved by each quality 
characteristic or sub-characteristic.  

 

The multidimensional component of the PQEM method can be understood as the degree to which 
the software product covers the set of quality attributes requirements [6]. It is worth mentioning 

that this process is repeated after each iteration, and even though is currently being performed 

with a spreadsheet, a tool that facilitates the application and use of PQEM is being developed. 

Consequently, what is lacking in systematization as far as the method is concerned, it is being put 
together on to achieve automation from the tool. 
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3.3. Design Evaluation 
 

The evaluation of the method is carried out through an illustrative example within the academia, 

by applying it to a mobile application. We will conduct a case study within an industrial setting, 
in order to obtain information on measuring the acceptance and usefulness of the PQEM method 

by practitioners and companies. 

 

3.4. Research Contributions 
 

The main contributions of PQEM is six-fold:  
 

i) we have built a product evaluation method that includes quality characteristics as defined 

by ISO/IEC 25010 [2]; 
ii) we have extended the use of testing coverage to define quality characteristics coverage, 

and product coverage;  

iii) we have defined an aggregated measure that allows a fine-grained analysis of the results 

per quality characteristic;  
iv) we have extended the acceptance criteria for functional and non-functional requirements;  

v) we have synthesized the functional and non-functional requirements on a number that 

represents the quality level of a product; 
vi) we defined a method that let the practitioners compared the obtained quality level per 

each iteration within the software life cycle.  

 

3.5. Research Rigor 
 

The method connects software quality evaluation and non-functional requirements, two areas of 
research that have a long history in contributing to each other’s development. Also, the method is 

grounded on solid achievements from two disciplines, on the one hand, Goal-Question-Metric 

[3,17] has been empirically validated in many case studies, and demonstrated its worth in studies 
on requirements. On the other hand, the PQEM method has foundations on the standard ISO/IEC 

25010 [2] which set the baseline of quality measurements and quality characteristics. 

 

3.5. Design as a Search Process 
 

We have defined the PQEM method, the validation has been done with small mobile and web 

applications, the design and development process of an automated tool based on PQEM has been 
started, we will seek to validate this tool with a case study on an industrial setting, and finally, we 

are defining an automated framework that will allow the practical implementation of PQEM, and 

it might also be used for the implementation of product quality measurement or quality model 
processes not restrictive to software.  

 

Each of these steps generates useful feedback to improve and optimize what has been proposed. 
Considering that source code metrics are essential and they allow us to set grounds about the 

quality characteristics measured by the metrics, the automated tool will be able to integrate 

different automated tools that measure quality attributes in order to obtain a full quality analysis 

of each software product analysed; for example: SonarQube [18]. 
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3.6. Communication of Research 
 

Technology-oriented audiences are provided with sufficient detail to enable them to be able to 

replicate each step of the PQEM method. Also, the management-oriented audiences are able to 
understand whether the organizational resources should be committed to using the method within 

their specific organizational context. Our main goal is to promote the free software project as 

well as case studies in the industry. 
 

4. PRODUCT QUALITY EVALUATION METHOD (PQEM) 
 

This section describes the PQEM steps which are the following: S1) Product Setup, S2) 

Elicitation of QARs, S3) Measurement, S4) Collect Results, and S5) Assessment, as shown in 
Figure 1. It is worth mentioning that the first step (called product setup) should be performed 

only once, but steps 2 to 5 should be repeated per each iteration for any software product. The 

latter would lead to a fully functional software product or application to be deployed to 
customers. 

 

 
 

Figure 1.  Describing PQEM through an activity diagram. 

 

4.1. Step 1: Product Setup 

 
The first step of PQEM includes the definition of the amount of iterations that the software 

product is expected to achieved, as well as the characterization and rationale of the acceptance 

criteria for the expected quality level per iteration EQLi (as shown in Figure 1), which can be 

different and incremental from the first one to the last one [19]. The latter is a key point because 
the acceptance criteria advocates understanding how well the quality for each goal is achieved, 

allowing a glimpse of the entire product quality, within each iteration.  

 
In this way, the acceptance criteria is defined by the stakeholders, and it is a positive number that 

can take any value between 0 and 1. For example, if you consider three iterations for a software 

product, then it can be defined an acceptance criteria of 0.70, 0.80, and 0.90, respectively per 

each of the three iterations. Based on the previous values, it is possible to see that in this example 
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it is expected to achieve an improvement in quality as the product grows in functionality. Later 
on, it is feasible to comprehend that 1 is the best and strictest value of the acceptance criteria, 

which means that all quality attributes requirements have passed the measurement; while 0 

equates to all QARs did not pass. Another point in consideration is that PQEM is a five-step 

method, but per iteration only four steps are repeated (from Step 2 to Step 5). 
 

4.2. Step 2: Elicitation of Quality Attributes Requirements (QARs) 
 

Nowadays, system engineering is crucial in the industry, and requirements engineering is an 

important stage of that overall process, where a proper process can generate not only efficiently 

but rapidly new products [20]. We have conducted this elicitation process through the Goal-
Question-Metric approach [3], and so Step 2.1 will approach the conceptual level with the 

definition of goals (considering the structure defined in [17], composed of purpose, issue, object, 

and viewpoint); Step 2.2 will include the operational level with the specification of the questions 
by goal, and finally, Step 2.3 will specify the quantitative level, defining the metrics by question. 

Note that Step 2 should be validated by the stakeholders. 

 

4.2.1. Step 2.1: Select quality characteristics and sub-characteristics 

 

ISO/IEC 25010:2011 [2] describes the quality model as the cornerstone of a product quality 

evaluation system, and this standard determines which quality characteristics will be taken into 
account when evaluating a software product. The product quality model comprises the following 

quality characteristics: Functional Suitability, Performance Efficiency, Compatibility, Usability, 

Reliability, Security, Maintainability, and Portability. As explained by Estdale & Georgiadou 
[21], the standard ISO/IEC 25010 provides a huge contribution to establish the delivery 

performance of different software processes. Regarding PQEM, all of the quality characteristics 

and their sub-characteristics can be selected by the stakeholders; and considering that each 
characteristic is mapped with a goal, it is defined by the purpose, issue, object and viewpoint per 

selected characteristic.  

 

4.2.2. Step 2.2: Specify Quality Attributes Requirements (QARs) 

 

Bass et al. [6] explained that the requirements of a system originate from different sources and 

forms, like functional, quality attributes and constants. Regarding Step 2.1, the QARs for each of 
the quality characteristics are now specified by the stakeholder and the development team. These 

QARs are the questions defined for each of the goals, and for example, in the context of 

Availability a QAR can be defined as: “Does the system allows to display trends of vital signs? or for 

Interoperability: "Does the system allows to capture and display data from wireless sensors?" 
[22]. 

 

4.2.3. Step 2.3: Define Metrics and Acceptance Criteria per each Quality Attribute 

Requirement (QAR) 

 

In this sub-step, the metrics are defined, and they will provide the necessary information to 
answer the questions defined in Step 2.2. By defining the limits and parameters of a user story or 

functionality, and determining when a story is complete and functioning as expected, it is 

possible to specify an acceptance criteria containing conditions that a software product must 

satisfy in order to be accepted by the stakeholder [23].  
 

Acceptance criteria are also discussed when defining what requirements must be met in each 

incremental version of a software product [6]. In this context, we sought to extend these concepts 
for each of the quality measures in order to determine if this measured value was met or not, 



International Journal of Software Engineering & Applications (IJSEA), Vol.12, No.5, September 2021 

 

8 

 

addressing not only functionalities, but also quality characteristics. As such, the acceptance 
criteria possess a unique importance due to the fact that through its definition it is possible to 

objectively know whether each QAR is present or not, as well as obtain the TOC value based on 

the QARs coverage, which can be disaggregated per quality characteristic. Each quality measure 

requires some acceptance criteria in order to be useful and complete. 
 

4.3.  Step 3: Measure and Test each Quality Attribute Requirement (QAR) 

 

This step involves the measurement of each question, executing the defined quality measure, and 

describing whether the acceptance criteria was met (1 as passed) or not (0 as failed). In the case 

of Usability, the measurement binds the responses of the number of users who were part of the 
Usability test. The final value of each test question will be obtained from the application of 

Equation (6) and (7), which promote the unification of the total number of answers per 

respondent, for each of the defined questions; allowing later to compute the measurement. 
 

4.4. Step 4: Collect and Synthesize Results 
 
Regarding the evaluation method, we have based our equations on the concept of testing 

coverage to derive coverage for the different quality characteristics, and the total coverage of 

QARs per iteration. Based on the foregoing, Equations (1) to (5) describe the calculations needed 
to compute the quality level of a software product on each iteration. 

 

OCqi = pqi / rqi (1) 

ECqi = rqi/Ti (2) 

OvCqi = pqi /Ti (3) 

TECi = Σ (1 to n) ECqi (4) 

TOCi = Σ (1 to n) OvCqi (5) 
  
Where:  

 q identified each quality characteristic,  

 i identifies each iteration,  

 n is the number of quality characteristics defined,  

 OCqi is the obtained coverage per quality characteristic for each iteration,  

 pqi is the number of passed QARs per quality characteristic for each iteration,  

 rqi is the number of QARs per quality characteristic for each iteration,  

 ECqi is the expected coverage per quality characteristic per iteration,  

 Ti is the total number of QARs per iteration,  

 OvCqi is the overall coverage per quality characteristic per iteration,  

 TECi is the total expected coverage per iteration (which its maximum value is 1),  

 TOCi is the total obtained coverage of QARs per iteration.  
 

TOCi is a multidimensional value, because it summarizes the obtained quality level of all quality 

characteristics and sub-characteristics. For each QAR corresponding to Usability, z answers will 
be obtained according to the number of participants that perform the Usability test. With respect 

to Usability, each QAR is analysed as follows:  

 

A) It is necessary to unify the z answers from the Usability test that were different from 0 and 1 
to become 0 or 1, for example those being a qualitative value like low, very low, medium or high 

can be unified defining a criterion that all those answers with low and very low will be 

considered as passed (1) and medium and high as failed (0). 
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B) Then, all of the values (0s and 1s) for each QAR are summarized, and it is obtained the 
number that represents the passed QARs.  

C) Later on, the coverage per QAR is calculated with Equation (6), where x is each QAR. 

 

UCx = pax / rex (6) 

Where: 

 UCx is the Usability coverage per QAR,  

 pax is the number of passed answers per QAR,  

 rex is the number of respondents.  

 

If the value obtained with Equation (6) is lower than 0.5 then it is considered as failed, passed 
otherwise, obtaining the value pqi for Usability; as the sum of the passed values. 

D) Finally, once pqi is calculated, it is possible to compute the coverage for Usability itself with 

Equation (1) and (3); and carry on with the calculations in order to obtain the TOCi value, 
through Equation (5). 

 

4.5. Step 5: Assessment of the Product Quality Level 

 

It is possible to perform the analysis of the quality level obtained by means of Equation (5), and 

the comparison with EQLi defined by Step 3. In this line, there are two possibilities: following 

Fig. 1, if TOCi is bigger or the same to the EQLi value, then it is possible to collect the TOCi 
value. If there is another iteration, the elicitation step will begin. If there is no other iteration, then 

the process stops. Now, if TOCi is lower to the EQLi value, then a new measurement is needed in 

order to achieve at least the EQLi value. 
 

4.5.1. Step 5.1: Collect Measurement 

 
Once, the previously defined Equations per each iteration are computed, it is necessary to collect 

the results to understand the product quality level. As such, Equation (6) allows to construct 

Equation (7) which contains the list of TOCi values obtained by iteration i = (1, 2, ..., y). It is 

worth mentioning that when TOCi is equal to or bigger of EQLi (Expected Quality Level) the 
collection is carried out.  

TOCproduct = {TOC1, TOC2, ..., TOCy} (7) 

4.5.2. Step 5.2: Decision and Control 

 
Once all the measurements from Step 4 are done, the TOCi value obtained for the current 

iteration will be compared to the expected quality level (EQLi). On the one hand, if the TOCi 

value is lower than the defined EQLi value, then it is necessary to return to the measurement step, 
which requires solving the QARs that are not existing in development. In this step, if there is 

another measurement, and it end up being equal or exceed the EQLi defined for that iteration, it is 

possible to continue with the next one. On the other hand, if the obtained TOC value is greater 

than the EQLi value, then the next iteration may begin, going back to Step 2.1. 
 

5. AN ILLUSTRATIVE APPLICATION OF PQEM 
 

We will present an illustrative application of the PQEM method, in order to help non-technical 
practitioners to understand the steps and the related costs to conduct the measurement. 

 

 



International Journal of Software Engineering & Applications (IJSEA), Vol.12, No.5, September 2021 

 

10 

 

5.1. Main Goal and Context 
 

Our case study aims to address the implementation of the PQEM method to two iterations of a 

previously developed application called HeartCare [5], whose main goal is to ensure that the 
recovery of cardiac patients can take place in an environment outside hospitals.  

 

The three iterations have three types of users and each uses the application in different 
environments. 

 

 Patients will use the mobile application during their exercise sessions, made up of the 

sum of the assigned exercises. Each patient should use the application as many times as 

the doctor indicates, trying to achieve rehabilitation. The patient can be indoors or 
outdoors when doing the exercises. 

 Clinicians use the app whenever they find it necessary to assign a patient a routine. The 

doctor is probably inside his office, at a desktop computer with the patient present. The 

time of use should not be very long, so as not to lengthen waits and time lost by the 
doctor. Therefore, the charging system must be easy to use. 

 The administrator, for his part, will not use the application on a recurring basis since it 

is assumed that changes to equipment and doctors do not occur every day. Administrative 

staff will use the web application from their office on a computer. 
 

HeartCare, the first iteration included a layered architecture includes a multiagent system and a 

heart-rate sensor (Polar H10) that helps the patient monitor their heart condition while he or she 

is in rest position, or while performing a physical exercise, through a mobile device with 
Android. The literature describes similar examples to HeartCare [24,25]. Also, HeartCare was 

analysed with PQEM, and obtained a quality level of 0.775 [5]. 

 
The second iteration is called Life +, which in its mobile version displays a series of routines, 

previously loaded by a medical group, which will be carried out by the patient during the course 

of their rehabilitation. The system collects data on the heart rate through a cardiac sensor 
administered by the patient, in order to obtain information on the physical state of the patient 

during his rehabilitation.  

 

That information can be viewed by a medical group through a web interface to obtain a report on 
their health status and assign new routines. The architecture of the second iteration is based on 

the layered design principle, and takes into consideration the need to develop separate modules 

which can evolve independently, where one of these modules is responsible for managing the 
heart rate sensor. 

 

Regarding the back-end language, an object-oriented paradigm was chosen, using the Java 

language. Spring Framework was selected because, according to the requirements of the Life + 
application, it was necessary to have a sufficiently fast reading and writing speed to support data 

flow from multiple sensors, to be able to maintain structured data, and it is the only one that has 

fast integration with swagger for automatic generation of documentation. 
 

Then, the technology chosen for the mobile front-end was React Native, since it allowed the 

integration with Android and IOs required, while for the web version Angular was selected in 
order to achieve modularization, the separation of the behaviour, the complete separation of the 

back-end, and also, being developed by Google, facilitates the resolution of problems that may 

arise in the future. Also, Firebase Cloud Messaging was chosen to send notifications from the 

backend to the mobile application, which is developed by Google and easily integrated into the 
Spring Framework.  
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Finally, BraveHeart is the third iteration where the web version was done with Angular, while the 
mobile version was used React Native to be able to measure the heart rate via Bluetooth (in this 

case, an Android Wear). As far as databases are concerned, PostgreSQL was used. 

 

5.1.1. Step 1: Product Setup 

 

With respect to the application, three iterations were defined [5]. And, according to the 

stakeholder, the first iteration called HeartCare were set with a 0.70 acceptance criteria, the 
second one with 0.70 as well, and the third one and final was set with an acceptance criteria of 

0.85. 

 

5.1.2. Step 2: Elicitation of Quality Attributes Requirements (QARs) 

 

The quality characteristics, questions, metrics and acceptance criteria as well as the results are 

stored in a structured artifact (spreadsheet), as shown in Table 1. The ID column allows to 
identify and quickly group each row by quality characteristic, followed by the QAR, the metric 

and the acceptance criteria. Finally, the Result column contains the result of the measurement 

made per row for all QARs (1 passed, 0 failed) from the second iteration. 
 

Table 1.  Artifact to store data. Example for Fault-Tolerance from the second iteration of the application. 

 

 
 

5.1.2.1. Step 2.1: Select quality characteristics and sub-characteristics 

 

Based on the needs of stakeholders, the following characteristics and sub-characteristics from 

ISO/IEC 25010 [2] have been selected for second iteration: Availability, Fault-Tolerance, 
Recoverability, Functional Suitability, Interoperability, Modifiability, Security, Usability, and 

Portability. In addition to the above quality characteristics, the third iteration also included 

Performance Efficiency. 
 

In this context, only one goal will be presented to achieve the traceability of the steps, but it is 

convenient to emphasize that the specific goals of all the quality characteristics have been 

specified. Instantiating the GQM approach, the goal for Reliability is analyse the delivered 
product and development process for the purpose of understanding, with respect to reliability and 

its causes, from the viewpoint of the project manager and user, in the context of the second and 

third iteration. It is important to mention that the following subsections will use Fault-Tolerance 
as the quality sub-characteristic to show each step of PQEM, which is part of Reliability. 

 
5.1.2.2. Step 2.2: Specify Quality Attributes Requirements (QARs) 

 

Considering the goal, one of the questions that arises for Fault-Tolerance is: Are the amount of 
crashes under control? as shown in Fig. 2. The full set of QARs by quality characteristic leads to 

obtain the list of aspects that need to be study in the software product. It is worth mentioning that, 

based on the needs of the stakeholders, the second iteration included 258 QARs while the number 
of QARs in the third iteration grew to 293. 
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5.1.2.3. Step 2.3: Define Metrics and Acceptance Criteria per each Quality Attribute Requirement 

(QAR) 

 

Based on the previous QAR and following Fig. 2, it is necessary to define the metric and the 

acceptance criteria; consequently, it is possible to explicit the following metric: Number of 

crashes, and acceptance criteria: Less than 10 crashes. 

 

5.1.3.  Step 3: Measure and Test each Quality Attribute Requirement (QAR) 

 

In order to fulfil the Result column in Fig. 2, an analysis was carried out to identify whether each 
QAR were part or not in the iteration under measure. For example, the row with ID 17 shown in 

Fig. 2 ask whether the amount of incompatibility errors is under control in the application. As 

such, some tests were carried out to count the incompatibility errors within the web version, the 
mobile version and the sensor. Only one compatibility error was found, and so this QAR was set 

as passed. This same procedure was performed for all the QARs. 

 

5.1.4.  Step 4: Collect and Synthesize Results 

 

At this point, it is necessary to calculate the coverage for each of the defined quality 

characteristics. Following the example, Equation (1) allows calculating the coverage value for 
Fault-Tolerance which gives OCq2 = pq2/rq2 = 5/5 = 1, being i = 2 as we are considering the 

second iteration of the application. It is worth mentioning that within Usability, each QAR was 

answered by ten respondents, who gave their perspective of the functioning and design of the 

web and mobile version of the second iteration of HeartCare.  
 

Equation (6) and (7) allowed the unification of the Usability answers, obtaining a single value to 

represent the result per each Usability QAR. Once the results from Equation (6) and pqi were 
obtained; Equations (1) to (4) were calculated for all of the characteristics, and therefore 

completing Table 2, obtaining by means of Equation (5) a TOC2 value of 0.90; same TOC3 value 

for the third iteration as can been on Table 3.  
 
Table 2.  Summary of results from the application of PQEM to the second iteration of the web and mobile 

applications. 

 

Quality 

characteristic 
rq2 pq2 OCq2 ECq2 OvCq2 

Availability 12 10 0.83 0.005 0.04 

Fault-Tolerance 5 5 1 0.02 0.02 

Recoverability 7 5 0.71 0.03 0.02 

Functional 

Suitability 
59 56 0.95 0.23 0.22 

Interoperability 6 4 0.67 0.02 0.02 

Modifiability 59 59 1 0.23 0.23 

Security 17 15 0.88 0.07 0.06 

Usability 64 58 0.91 0.25 0.22 

Portability 10 8 0.80 0.04 0.03 

Total 258 233  TEC2 = 1 
TOC2 = 

0.90 
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Table 3.  Summary of results from the application of PQEM to the third iteration of the web and mobile 

applications. 

 

Quality 

characteristic 
rq3 pq3 OCq3 ECq3 OvCq3 

Availability 14 14 1.00 0.05 0.05 

Fault-Tolerance 4 4 1.00 0.01 0.01 

Recoverability 7 6 0.86 0.02 0.02 

Functional 

Suitability 
57 50 0.88 0.19 0.17 

Interoperability 22 12 0.55 0.08 0.04 

Modifiability 67 60 0.90 0.23 0.20 

Performance 
Efficiency 

17 16 0.94 0.06 0.05 

Security 30 27 0.90 0.10 0.09 

Usability 64 64 1.00 0.22 0.22 

Portability 11 11 1.00 0.04 0.04 

Total 293 264  TEC3 = 1 
TOC3 = 

0.90 

 

5.1.5. Step 5: Assessment of the Product Quality Level 

 
The assessment itself addresses the analysis of the value obtained by the Equation (5) based on 

the previous calculation of the coverage of all quality characteristics. In this case, an acceptance 

criteria was defined in 0.70; and following Table 2, the quality level TOC2 for the second 
iteration was 0.90. As can be seen, the quality level TOC2 not only reached but also exceeded the 

defined acceptance criteria (0.70). As such, when compared with the TOC1 value obtained for the 

previous iteration, the application reached the acceptance criteria without an outstanding 
difference (only with 0.075) and with a bigger technical debt [21,26]. 

 

With respect to the third iteration, there was a newer quality characteristic (Performance 

Efficiency) as well as 35 more QARs to analyse (where the 50% belonged to the added quality 
characteristic). Based on Table 3, the quality level obtained for this third iteration was TOC3 = 

0.90, which were bigger to the 0.85 acceptance criteria defined for the iteration, and so, it was 

possible to accept the iteration.  
 

When analysing each of the quality characteristics shown in Tables 2 and 3, it is possible to 

understand that none of them achieve a huge difference between the expected and the obtained 
coverage.  

 
5.1.5.1. Step 5.1: Collect Measurement 

 

Based on Equation (5), it is possible to obtain that Equation (7) gives the following result: 
TOCproduct = {0.775; 0.90; 0.90}, with the values TOCi (i = 1,2,3) from the three iterations.    

 
5.1.5.2. Step 5.2: Decision and Control 

 
In this context, and due to the fact that the TOCi value was bigger than the EQLi defined, then it 

is possible to finish the iterations, due to the fact that all three iterations achieved (first iteration) 

or surpassed (second and third iterations) the acceptance criteria previously defined.  

 
 

 



International Journal of Software Engineering & Applications (IJSEA), Vol.12, No.5, September 2021 

 

14 

 

5.2. Trends analysis 
 

Figure 2 shows the trend in the quality values achieved in each of the three iterations. It also 

allows to perform a visual comparison between the Expected Quality Value (EQL) and the 
quality value obtained (Total Obtained Coverage or TOC): for the first iteration (i = 1), it is 

possible to see EQL1 = 0.7 and TOC1 = 0.775; for i = 2, EQL2 = 0.8 and TOC2 = 0.90; and for i = 

3, EQL3 = 0.85 and TOC3 = 0.90. 

 
 

Figure 2.  Trend analysis from the three iterations. 

 

From Figure 2, it is possible to understand that as the iteration progressed, the acceptance criteria 

(or that expected quality value) was gradually increasing, which translates into an increase in the 

expected quality level for each iteration. In other words, both stakeholders and quality leaders 
agreed that, given a rate of variability of the functionalities and the requirements of the domain of 

each iteration, the acceptance criteria had to grow to adapt to those needs. 

 
Fortunately, the TOCi quality values obtained in the first measurement of each iteration did not 

require a new measurement, but it was possible to continue to the next iteration. This does not 

imply that there weren’t points to improve, on the contrary, those differences obtained between 

EQL and TOC (technical debt) are points that should have been worked on between each 
iteration as part of the revision of each defined QAR, and in a fourth, if the stakeholders decide a 

new development. That review of the entire set of QARs between iteration and iteration after the 

measurement, gives the ability to the product manager or the quality leader to be able to further 
detail those quality needs, which will then be contrasted with the deliverable. 

 

If the quantity of QARs per iteration (138, 258, 293) and the expected quality level (0.7, 0.8, 
0.85) is considered, it is possible to understand that as there were adjustments and/or functional 

requirements that impacted on the architecture or the BD model, along with the need of the 

stakeholders to achieve a higher level of quality due to the demands of the domain, the quantity 

of QARs per iteration was increased, also reflected in the increase in the expected level of quality 
(EQLi). 

 

The following corollaries, between iteration and iteration, were extracted: 
 

 The requirements were adjusted and new functionalities were added. 

 The required quality level (EQLi) was increased by stakeholder request. 
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 Increased the quantity of quality attribute requirements (QARs) based on the increase in 

quality required. 

 Quality characteristics were added to measure. 
 

Figure 2 also reinforces the idea that the application of PQEM allows to achieve this analysis and 

comparative in a simple and intuitive way, with a single multidimensional value representing 

quality; and from which, it is possible to make the decision to advance or not to iteration, based 
on the coverage values obtained. 

 

6. DISCUSSION 
 
Recent literature shows that some authors have studied of analysing a software product, its 

architecture and its quality attributes, allowing also the measurement of quality measures. 

However, the main issue is if the practitioners are able to properly identify the quality level of 

each defined iteration from a software product. In this context, PQEM is a five-step method that 
can be used to measure the quality level of each iteration within the life cycle of a software 

product, providing a multidimensional single value (TOCi) that shows how well the set of quality 

characteristics are represented within the product. PQEM embedded ISO/IEC 25010 [2], the 
Goal-Question-Metric approach to perform the elicitation process, and the extension of the 

testing coverage for a set of quality characteristics.  

 
The latter is another highlight, because the extension of the testing coverage allowed defining the 

coverage for each quality attribute in each iteration. These coverage values have been calculated 

for TOC1, the first iteration of the application, which gave a value of 0.775. The acceptance 

criteria was set on 0.70, so it is possible to say that the quality level was achieved. Now, the 
TOC2 value, that it was defined to be equal to or exceeds 0.80; and after applying PQEM it was 

obtained a coverage of 0.90, from which it can be understood that the iteration can still improve 

by about 10 percent, considered as technical debt [26]. And, the TOC3 value was equal to 0.90, 
surpassing the 0.85 previously defined as acceptance criteria.  

 

From these values it is feasible to understand the evolution of the product, where the rise of the 
TOC value is due to a quality increase, by adding QARs and desegregating even more the chosen 

quality characteristics and sub-characteristics. The first iteration of the application measured 7 

quality characteristics with 138 QARs in total, the second iteration analysed and measured 10 

quality characteristics with 258 QARs, and the third iteration measured 11 quality characteristics 
with 293 QARs.  

 

There was a need to add quality characteristics Fault-Tolerance, Recoverability, and Portability in 
the second iteration and Performance Efficiency in the third iteration, in order to increase quality. 

The set of QARs was updated based on changes in the architecture and functional requirements. 

Subsequently, it is important to monitor the changes from one iteration to the other in order to 

produce a full quality analysis.  
 

With respect to validity threats [27], within construct validity, it is necessary to ask whether the 

quality level really represents the quality of the product. In response, the quality level is an 
aggregated value based on the full set of QARs, where the selection of each QAR were validated 

with stakeholders, so we considered that is not necessary to validate the value obtained per se.  

PQEM presents the evaluation of a system in one number. By doing so, it assumes that all quality 
requirements are equally important. However, it may be the case (and in reality it is often so) that 

the violation of a single requirement may result in an unusable product.  
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This drawback will be contained in future work which includes the generalization of PQEM 
where it will contain the definition of a set of weights which will allow to pondering each quality 

characteristic. This generalization will be included on a software tool that represents the 

automated version of the PQEM method; and it will also provide an interface to connect to 

another existing quality measurement tools like SonarQube and Jenkins [28]. Likewise, not only 
will the importance of quality characteristics be included in addition to weights, also addressing 

the mandatory nature of certain characteristics in the software product under evaluation. Even 

though it might seem small the amount of selected quality characteristics, we believe that the 
community is well aware of the goodness and scientific reachability of the ISO/IEC 25010 [2].  

Also, the initial definition of QARs as well as whether to include all of them or just a few may 

distort the evolution of the product quality level, due to the fact that the TOC value is an 
aggregated value obtained as the sum of the quality coverages of each quality characteristic. It 

must not be forgotten that the QARs are almost always related to the application domain. For 

example, the second and third iteration of the web and mobile application [5] are embedded 

within the healthcare sector, while helping patients ensure their cardiac recovery.  
 

This explicit relationship with the domain has an impact on the definition and selection of the 

QARs because some quality characteristics can be more important than others, regarding the 
viability of the product and the stakeholder’s perspective. Within healthcare, if an integration to 

existing healthcare records is necessary, then the set of QARs for Interoperability might be larger 

than other non-health related application. 
 

As part of internal validity, it is possible to say that all of those QARs belonging to Usability 

have a reduced subjectivity due to the number of people involved in the Usability test carried out. 

Also, subjectivity included in the evaluation of the QARs, when we decided to accept or reject 
them. But it is worth mentioning that all of them were defined in order for them to be easily 

verifiable, testable or measurable. 

 
Later on, some parts of PQEM might seem to be extremely dependent on the stakeholders. In its 

current form without tool support, PQEM it is just a very abstract (albeit very systematic) process 

that only becomes concrete when it gets to metric aggregation at the end. These conditions will 

be improved by the creation of a catalogue that includes quality measures and questions in order 
to decrease the dependency of stakeholders, and increase the practical applicability of PQEM. 

The latter will be supported by the development of the automated tool based on the method.  

 
Another question point is whether the TOC value is representative and useful for the 

stakeholders; where that value arises from the entire previous breakdown for all quality 

characteristics, when synthesizing the coverage of the quality characteristics. Therefore, if you 
need to understand that multidimensional value it is possible to go through the different levels of 

aggregation to understand that number in depth. 

 

With respect to external validity, it might look like that the validation of the method is performed 
on a relatively small case where the product might seem small and with no applicability to 

industrial practice. But, actually, the application possesses several actual characteristics such as 

concurrency, web and mobile version, use of sensors, healthcare domain, need for high 
availability, among others. Also, mobile applications are becoming complex software systems 

that must be developed quickly and evolve continuously to fit new user requirements and 

execution contexts [29].  
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All of these characteristics realize the need to applied the PQEM method in order to analyse the 
quality level of the second and third iterations of HeartCare, due to the need of understanding 

how well was designed and implemented the application. The future implementation of a 

software tool to make PQEM accessible as a web will allow to replicate the method more easily, 

and even increase the external validation. 
 

6.1. Implications for Research and Practice 
 

Regarding the implications of putting the PQEM method into practice, it is feasible to mention 

that PQEM itself takes time to apply due to the definition and specification of Steps 2 and 3. 

These steps require in-depth knowledge of the software product to be developed. Therefore, it is 
time and cost that it is required for its applicability. A product owner will need to understand this 

scope to map the resources, time and associated costs in order to achieve an effective 

implementation for each defined iteration; regardless of the type of project. 
 

But considering that, by itself, any process of definition and measurement of quality requires the 

same considerations, it is therefore necessary to approach it as part of development and not as an 
aggregate. The quality must go hand in hand with the development of the iterations. 

 

Considering the size of the projects and the teams, the illustrative case shows the feasibility of the 

application in a small project with two iterations (one prior to this article [5], and the second and 
third, described above) which was implemented with a team of five/six developers, a technical 

leader and a project manager. Therefore, in the example we showed that measurement with 

PQEM is feasible in small projects for small co-located teams when there is a need for the 
domain that justifies the addition of time and cost to applied the method. Likewise, the 

application of the method may not be necessary to justify the cost, if it is considered a complex 

product or domain or of which it is necessary to ensure a certain level of quality.  
 

Inside an agile environment, the use of PQEM might require more documentation and analysis to 

the delivery cycle due to the fact that each iteration requires a quality measurement and 

evaluation. In case a new standard is needed for example the European DGDR standard for 
privacy [30], what is important to understand is that if it is possible to extract QARs, defining 

goals and requirements then it is possible to apply PQEM with a different standard; achieving 

adaptation and flexibility. 
 

In this article, a method was introduced that facilitates the elicitation, measurement and 

monitoring of QARs, and therefore its application is justified when this represents a company 

policy, is a requirement of the complexity of the product or domain, or is has assumed to obtain a 
certain level of quality. 

 

7. CONCLUSIONS 
 
Software engineering principles and quality goals are necessary but not sufficient for the needs of 

today's marketplace; because exists the necessity of shorter and iterative cycle times, and 

completed with fewer resources. Establishing the proper metrics to monitor the software project 

is essential, as well as the requirement that project managers and leaders view the entire and big 
picture of the development process [27-31]. Therefore, project leaders and product owners need 

to understand the level and quality of a software product, intuitively; which facilitates the 

decision to accept or reject a product. 
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In this context, the PQEM method [5] is introduced which assess the quality of a product by a 
single numeric value between 0 and 1. To calculate this value, it uses a GQM-motivated quality 

model that refines quality goals to quality attribute requirements (question along with a metric 

and acceptance criteria). The quality evaluation derived from the rate of passed quality attribute 

requirements.  
 

Also, we presented a two-fold illustrative example from the healthcare sector to demonstrate its 

applicability. Knowing what to measure is a recurrent problem in a data-driven approaches, using 
GQM for identifying the quality attributes ensures that the assessment of the product is adapted to 

the organization applying the proposed method. To achieve the applicability, a quality model 

should not only be an assessment model but also a usable and intuitive guideline to increase 
quality [1].  

 

It is possible to visualize the contribution of PQEM as it obviously helped an organization to 

refine and concretize their (often abstract) quality requirements down to hard, measurable 
criteria. Consequently, with PQEM the manager can know if the project has quality problems or 

if the quality level is below the expected; the same as the developer who can know what the 

points of failure are. In the same way, the output of PQEM, that is to say that unique and 
multidimensional number, allows us to understand how the quality of the product evolves 

between iteration and iteration. As future work, the authors will develop an automated tool of 

PQEM, and a catalogue that include a set of suggested questions and metrics for the stakeholder 
to use. to Understand the Evolution of Quality through the iterations of a Software Product  
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