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ABSTRACT 
 
An ultimate goal of software development is to build high quality products. The customers of software 

industry always demand for high-quality products quickly and cost effectively. The component-based 
development (CBD) is the most suitable methodology for the software companies to meet the demands of 

target market. To opt CBD, the software development teams have to customize generic components that are 

available in the market and it is very difficult for the development teams to choose the suitable components 

from the millions of third party and commercial off the shelf (COTS) components. On the other hand, the 

development of in-house repository is tedious and time consuming. In this paper, we propose an easy and 

understandable repository structure to provide helpful information about stored components like how to 

identify, select, retrieve and integrate components. The proposed repository will also provide previous 

assessments of developers and end-users about the selected component. The proposed repository will help 

the software companies by reducing the customization effort, improving the quality of developed software 

and preventing integrating unfamiliar components. 
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1. INTRODUCTION  
 
Every software organization aims to produce or to acquire qualitative software, to save time, cost 

and meet the market demand. During the analysis phase, suitable components are searched from 

both the in house repository and third party repository. A lot of time is spent in identification, 

selection, and analysis, which increases the customization and integration cost because the 
component’s structure did not provide any insight to help the team with some basic information 

including quality constituents or attribute and the development team has no direction [1]. A lot of 

time is also spent during customization and integration of reusable components. It is highly likely 
that more suitable components might not be identified resulting in wastage of time, cost, effort and 

resources. There is a need to provide a structure to evaluate quality attributes of commercial off 

the shelf (COTS) or in house components during the selection phase. There is also a need to 
monitor the version control system, end-user feedback, quality of service (QoS) issues and 

maturity of the component vendor [2]. 

 

The paper is further arranged as follows. Section II covers the related work. The problem 
statement is described in section III. Section IV illustrates the proposed solution. The proposed 

solution is validated in section V. The recommendations and future work are covered in section 

VI.  

https://airccse.org/journal/ijsea/vol13.html
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2. RELATED WORK 
 
The idea of component-based software engineering (CBSE) among the software community is 

not new and the software development companies are practicing it from more than two decades. 

Quality evaluation and metrics are required to know for every individual component before its 

reuse. However, a formal direct and an indirect component coupling metrics are proposed to 
measure the quality of components with respect to complexity and performance [3]. The research 

investigates the risk-management activities and their correlations with the occurrences of typical 

risks in the development of COTS systems [4]. It is achieved by exploring the occurrences of 
typical risks in COTS systems and furtherly the effectiveness of the risk reduction activities are 

compared.  

 

The aim of the proposed research is to improve security and quality concerns of open-source 
software systems [5]. The major challenges of open source development are addressed. A model 

is proposed to assure quality [5]. The study explores the current state of tool building in the 

reverse engineering domain intending to improve upon the practice to a predictable format [6]. 
The symptoms of code smells are poor design and implementation choices [7]. The high cost of 

maintainability and customization is due to smelly code. A model is proposed to identify poor 

quality software, bug prediction, and bug classification using F-measures. It is important to 
understand the implication of choosing a suitable component from a third-party repository 

because of the trade-off in quality [8]. Software Engineering taught programs do not teach how to 

ensure that COTS components are not compromised from production to integration [9].  Data are 

generated during component execution, which can be distilled and mined [10]. The study in 
explores the challenges of DevOps including performance and quality [11]. A quality assurance 

model is proposed to implement during the phases of analysis, development, certification, 

customization, design, integration, testing, and maintenance [11]. 
 

Table 1.  Limitations of Related Work. 

 

 

The study in [12] focuses on software refactoring and quality enhancement. A pilot survey on 
data analysis claimed that the construction of a new framework for healthcare COTS evaluation 

and selection is necessary [13]. Most scientific software offer performance and maintainability 

Paper Title  Limitation  

A Review of Component Coupling Metrics for 

Component-Based Development [3]. 

The idea is proposed to establish to 

measure the effectiveness of reusable 

components. 

A State-of-the-Practice Survey of Risk 

Management in Development with Off-the-Shelf 

Software Components [4]. 

The results show that there are still 

unexplained risk-related factors in the 

proposed risk-reduction activities. 

 

A Model for Quality Assurance of OSS 

Architecture [5]. 

The quality assurance model is very hard 

to use in software engineering. 

Building Reverse Engineering Tools with 

Software Components: Ten Lessons Learned [6]. 

More case studies are needed to 

conclude the results 

Toward a Smell-Aware Bug Prediction Model 

[7]. 

Only Apache data sets are used to 

validate the model.  

Choosing Component Origins for Software 

Intensive Systems: In-House, COTS, OSS, or 

Outsourcing? —A Case Survey [8]. 

There is a need to conduct empirical 

studies to generalize the results. 
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quality attributes at the highest priority [14]. As soon as new requirements are required to 
implement in a system, the developers must identify their attributes and impact on the existing 

components of respective system [15]. The study uses 18 matrices and 6 NLP techniques to 

measure and identify the semantic similarities of a text. The experimental results show that the 

accuracy of predicting impacted classes are increased more than 60 percent. High software 
quality is mandatory in an organization to avoid costly patching [16]. There is a need of a 

standardized quality check to maintain consistency and reliability among recent technologies 

[17]. It is a common dilemma that increasing demand of working software and integration factors 
led to forget about the quality of selected components. Table 1 illustrates the limitations of 

related work [3-8].  

 

3. PROBLEM DEFINITION 
 
According to the proposed extended CBD in [18], ‘analysis, selection, and risk management’ 

phase collects detailed specifications of the system to be developed.  

 
Software industries face difficulties in selecting suitable components that will match the 

requirements of the new system. Many research studies suggest the need to find a suitable way 

for component selection.  
 

How to propose a repository structure to facilitate easy identification, selection and integration of 

a reusable component? 

 

4. THE PROPOSED SOLUTION 
 

We propose a structure for software industries regardless of the methodology that will contribute 

to solving the problem of identification, selection, and acquiring a qualitative component from 
repositories as shown in figure 1. 

 

A component possesses specific quality attribute like its domain, type of design pattern, and the 

intended users. To make our structure flexible and easily adaptable to organizations, we limited 
our structure to the following basic information that provides the ultimate goal needed. 

 

 
 

Figure 1. The Proposed Structure showing Quality attributes with team rating 
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Quality attributes of a component will serve two purposes: 
 

 the maturity level; 

 easy identification and retrieval from the repository. 

 

A relative number will be assigned to each quality attribute by the development team during 

meetings from one to ten. Customer collaboration and feedback will help to rate a component. As 
a result, the proposed structure fulfills two functions related to quality: 

 

 quality views based on the user; 

 quality views based on the team.  

 
A component always belongs to a specific design pattern and it is stored in the repository as per 

its type. It is extremely helpful for the development team to know that the selected component 

belongs to creational, structural or behavioral patterns. It will help to determine the architecture 
and degree of customization and integration risks. Estimate the domain of a component, the 

development team can reduce customization cost and time. A component can have different 

versions that can have different scores and ratings. The trade-off of the quality attribute will be 

visible by version control mechanism. It will help to determine, select and acquire the most 
feasible component and save time, cost and effort of a team as proposed in figure 2. According to 

figure 2, the proposed repository structure will save time, effort and integration cost during the 

component acquisition process. 
 

 
 

Figure 2. The Proposed Repository Structure to Perform Component Acquisition 

 

5. VALIDATION 
 

There are many techniques available to validate the proposed solution. We found that 

questionnaire technique is more suitable to validate our research proposal as per the time 
constraints. This paper is an outcome of one of master courses taught at King Abdul-Aziz 

University, KSA. The duration of the course is six months and one of the benefits of 

questionnaire technique is that it can examine the responses of a relatively large number of 
participants in less time. To validate our proposal, we targeted only those participants who are 
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practicing CBD through emails using embedded google sheets. The questionnaire is composed of 
twenty-one questions to validate the two goals of proposed solution. 

 
Table 2. Likert scale used to evaluate the questionnaire  

 
Strongly Agreed 5 

Agreed 4 

Neither Agreed Nor Disagreed 3 

Disagreed 2 

Strongly Disagreed 1 

 

Goal 1 is to identify the organizational acceptability of the proposed repository structure and it is 

evaluated against eleven questions. The result of the acceptability will indicate the positive 

impact and usefulness of the structure because organizations (stakeholders, investors) cannot 
accept any structure without vividly seeing its positive results with respect to identify, select and 

acquire a component.  

 
Goal 2 is to inquire that how much proposed repository structure facilitates to the development 

team and it is assessed using ten questions. Goal 2 will help the researchers to analyze the 

effectiveness of the proposed structure to adapt and integrate a reusable component.  

The questions are evaluated using likert scale as shown in Table 2. 
 

5.1. Goal 1: Determine the Organization Acceptability of the Proposed Structure 
 

The questions in this goal represent the acceptability of the proposed repository structure to 

identify, select and retrieve the reusable components. Table 3 shows that 34% are strongly agreed 

whereas 28% are agreed. Furthermore, 21% are neither agreed nor disagreed. However, 12% are 
disagreed while other 5% are strongly disagreed. Figure 3 depicts the same result graphically. 

 
Table 3. Analysis Result of Goal 1 

 

Q. No. Strongly 

Disagreed 

Disagreed Neutral Agreed Strongly 

Agreed 

Q1. 0 1 3 7 11 

Q2. 0 1 2 5 14 

Q3. 2 7 7 3 3 

Q4. 1 10 6 1 4 

Q5 6 6 4 4 2 

Q6 2 7 5 5 3 

Q7 1 3 8 5 5 

Q8 1 1 4 8 8 

Q9 0 1 3 8 10 

Q10 0 2 3 12 5 

Q11 0 1 3 6 12 

Total 13 30 48 64 77 

Avg. in % 5 12 21 28 34 
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Figure 3. Cumulative Frequency Results of Goal 1 

 

5.2. Goal 2: Adaption of Proposed Structure by Development Team 
 

According to Table 4, the analysis of the results show that 35% are agreed and 31% are strongly 

agreed that the proposed structure facilitates to development teams to adapt and integrate the 
reusable components. Whereas 13% are disagreed and 1% are strongly disagree with the goal 2. 

Also, 20% are remained neutral. The results of Table 4 are presented graphically in figure 4. 

 

 
 

Figure 4. Cumulative Frequency Results of Goal 2 

 
Table 4. Analysis result of goal 2 

 
Q. No. Strongly 

Disagreed 

Disagreed Neutral Agreed Strongly 

Agreed 

Q1. 0 3 5 4 10 

Q2. 0 3 4 9 6 

Q3. 1 3 7 7 4 

Q4. 1 4 8 4 6 

Q5 1 4 3 8 6 

Q6 0 2 7 9 4 

Q7 1 1 1 10 9 

Q8 0 3 3 7 9 

Q9 0 3 4 9 6 

Q10 0 4 6 7 5 

Total 4 30 44 74 65 

Avg. in % 1 13 20 35 31 
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5.3. Cumulative Analysis of Two Goals 
 

Table 5 shows the cumulative analysis of two goals to evaluate the proposed research. 

 
Table 5. Cumulative Analysis of Two Goals 

 
Goal No. Strongly 

Disagreed 

Disagreed Neutral Agreed Strongly 

Agreed 

Goal 1 5 12 21 28 34 

Goal 2 1 13 20 35 31 

Total 6 25 41 63 65 

Avg. in % 3 12 20 32 33 

 

 
 

Figure 5. Cumulative Frequency Results of Two Goals 

 

Figure 5 demonstrates the outcomes of cumulative statistical analysis of two goals. Thirty-two 

percentage of the participants are agreed with the proposed repository structure will help the 

software development teams during the selection and retrieval of suitable reusable components. 
Thirty-three percentage of the respondents are strongly agreed and twenty percentage of the 

respondents are neither agreed nor disagreed. Twelve percentage of the respondents are disagreed 

and only three percentages are strongly disagreed as shown in Table 5. 
 

6. RECOMMENDATION AND FUTURE WORK 
 

There are many version control libraries but those repositories do not cover all the necessary or 

required information to identify, select and integrate components using CBD. An improved 
repository structure is proposed to solve the problem in hand. BitBucket concentrates more on 

integrating and coordinating team while GitHub focuses more on component maturity and 

performance. GitLab provides hybrid features by concentering more on managing, organizing 
team, security and compliance but still it lacks in primary features mentioned in our proposed 

repository structure. The future work is to propose an extension of improve repository to evaluate 

the maturity level of each stored component. It will mitigate high cost of maintainability and 
decrease time to identify, select and retrieve a component.  

 

7. CONCLUSION  
 

To develop a high quality software, there is a need to accomplish a successful project coping the 
requirements of a customer in cost effective way and meeting the timelines. The problem is that 

customers are always pushing the software development companies to deliver products fast to take 

the competitive benefits. On the other hand, the software development companies want to reuse 

3

12

20

32 33
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the previously development components to avoid the scratch based development to meetneeds of 
demanding market. There is a need of software companies to store the reusable components in a 

repository. The repository contains several versions of each reusable component and it is 

extremely difficult for the software development team to select the most suitable version of a 

component for the project in hand to customize it. This research proposes a repository structure to 
facilitate the software development teams to choose the most appropriate component as per the 

requirements of a customer. The proposed repository structure will provide ample information 

about each version of reusable components so that the software development teams can easily 
analyze, select and retrieve reusable components. The core focus of this research is to propose 

such a repository structure that will save time, cost, efforts and resources of the software 

development companies by easing the components’ identification, selection and retrieval 
processes. A questionnaire is used to validate the proposed repository structure and overall sixty-

five percentage of the respondents are agreed with the effectiveness of the proposal. 
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